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1 Introduction 

Business process modeling (BPM)1 can be seen as the major discipline within business 

process management, as it is used to graphically describe the as-is business processes of a 

company as well as the desired to-be business processes after a BP optimization initiative 

[cf. 32]. According to [75], the business process management market is showing rapid 

growth with an estimated compound annual growth rate of 14,2 % between 2016 and 2021. 

Companies spend a considerable amount of resources to decide, which BPM language is the 

most suitable for their specific company needs. Some argue for the need of general-purpose 

(GP) BPM languages to save monetary resources by avoiding implementation efforts. Others 

emphasize the necessity to have domain-specific (DS) BPM languages, which are tailored 

to the requirements of a specific application area and are more likely to be accepted by the 

users (cf. [57], [64]). Within an insurance company, for example, the domain of modeling 

insurance processes requires concepts, which represent risks or insured objects like a car or 

house. Within business process modeling, domain-specific modeling has experienced a 

growing research interest, as it helps to raise the level of abstraction and uses the vocabulary 

necessary to address the respective domain (cf. [60], [30]). 

1.1 Problem Statement 

General-purpose modeling (GPM) languages often fail to depict domain-specific concepts, 

rules, and functionalities, which are needed to model the respective domain adequately [cf. 

60]. GP and DS software solutions are freely available or offered by IT companies to be sold 

to the general market or a specific market niche. Also, companies themselves produce their 

own in-house solutions in order to fit their specific domain needs. Costs for customized IT-

solutions are high compared to solutions available on the market [cf. 121]. There is a trade-

off between solutions readily available on the market and solutions tailored to the specific 

enterprise and application area needs (see Figure 1). 

                                                           
1 Within this thesis, abbreviations are written out the first time of their appearance. The short form is used in 

the further course of the text. 
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Figure 1 Degree of software customization 

- own representation based on [120] 

Figure 1 shows the trade-offs between a low degree and a high degree of domain-

specificity, adapted from the analysis of software customization by [120]. Completely 

customized, also called domain-specific, solutions tend to be more costly and their 

implementation is more time-intensive. Yet, they are most suitable for the specific company 

needs. This implies a need for solutions, which are domain-specific to the highest-possible 

extent while making use of existing implementations to reduce time and costs. 

If companies opt for choosing commercial DS language solutions, they often need to make 

adaptations to the actual state of their processes in order to “make them fit” to the language 

needs. This fact is taken into account by [76], who names organizational fit as a main risk 

in the enterprise wide implementation of ERP projects. A specific risk factor of the 

organizational fit is the failure to redesign business processes. Mitigating this risk by adding 

regular re-evaluation and control mechanisms helps to keep the fit between the implemented 

IT solution and the actual domain needs. Therefore, an approach to develop and manage 

customized solutions, which accounts for regular re-evaluation mechanisms, is needed. 

As of now, there is no satisfactory definition of what a domain is and how domains can be 

differentiated from each other or categorized [cf. 54]. Throughout the literature about 

modeling methods and languages, the terms domain-general or general-purpose and domain-

specific are recognized and used to distinguish between different degrees of applicability of 

a modeling method in a specific application area. To name some examples, the Unified 

Modeling Language (UML) is used mainly in the domain of software engineering and Entity 

Relationship (ER) diagrams in data modeling. When a language for domain-specific 
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modeling is designed, two kinds of considerations are made by the method engineer [cf. 54]. 

First, existing languages and notations as well as experiences made with them are 

considered. Second, modeling requirements are evaluated for the implementation of 

necessary extensions or specifications. This situation leads to the conclusion that there exists 

a need for a toolkit for modeling method development, which enables a flexible integration 

of domain-specific requirements. Examples of such toolkits are the meta-modeling platforms 

ADOxx, MetaEdit+, and Meta Object Facility (MOF), among others [cf. 56].  

Moreover, there is no clear distinction between GP modeling (GPM) and DS modeling 

(DSM). There exist different characteristics and criteria that enable to classify the quality of 

modeling methods and languages. In the relevant literature, more inwards looking quality 

criteria such as consistency, integrity, and performance are considered instead of outwards 

quality criteria like usefulness, comprehensibility or end-user acceptance, and usability [cf. 

52]. By this predominant approach, requirements of different stakeholder groups using the 

modeling method in the respective domain are often neglected. Companies moving towards 

higher abstraction levels face considerable advantages. The increased business value 

described by [60] consists of a higher productivity, quality, way to leverage expertise, and 

improved economics. 

As a conclusion of the above statements, DSM can be seen as a suitable approach to model 

the processes of a company in a way that is tailored to the specific company needs. In order 

to obtain a valid graphical, domain-specific modeling tool no solution is known, which 

combines a procedure for modeling method engineering with an approach to design, 

implement, model, and re-evaluate the domain-specific solution. Most existing frameworks 

either focus on domain analysis [cf. 96] or on DS solutions with the goal to generate code 

[cf. 60]. The research objectives followed within this thesis arise as a consequence of the 

previous sections and are described within the next chapter. 

1.2 Research Objectives 

The overall objective of this thesis is to provide a guideline to domain-specific modeling 

method design and implementation in form of a life-cycle model. The Domain Integration 

Framework (DIF) developed within this thesis serves as a procedure model, which provides 

direction on approaching domain-specific BPM initiatives and recommends useful tools for 

each phase. It provides assistance when classifying domains and helps to consider all 
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relevant requirements, which are influenced by a certain application. Moreover, it includes 

chosen quality criteria, which describe the applicability of the designed modeling method in 

the specific domain and also accounts for regular re-evaluation in order to adapt the language 

to changing requirements. 

The research questions answered within this thesis are summarized as follows: 

1. Identify components, which make a language domain-specific, through the 

analysis of existing domain-specific BPM languages 

2. Derive a suitable categorization scheme for domains in the light of this thesis, 

based on literature research 

3. Construct a Domain Integration Framework (DIF) for systematic creation and 

evaluation of modeling methods 

4. Provide tools for the design, implementation, and modeling phase of the domain-

specific modeling method 

5. Prove the validity of the DIF in the light of this thesis by conducting a case study 

on automotive assembly line modeling 

In order to provide a proof-of-concept for the DIF developed within this thesis, it is applied 

on the domain of automotive assembly line modeling. The goal is to test the DIF in one 

domain-context and prove its validity in the light of this thesis. In case any inconsistencies 

or unconsidered aspects are identified, the DIF is re-evaluated. This iterative process follows 

the Design Science Research methodology by [47] and [88]. The applicability of the DIF is 

regarded as proven within this thesis, if the resulting modeling method fulfills the domain-

specific requirements. 

1.3 Research Approach 

In order to meet the solution objectives described above while taking into account the fact 

that many domain-specific business processes are created inhouse and therefore not 

necessarily documented in literature, the research approach has to consider both situations. 

Figure 2 shows the exploratory research approach followed within this thesis. Exploratory 

research aims at combining literature review as well as observation and evaluation of the 



1 Introduction 

 

 5 

real modeling environment in order to derive findings [cf. 112]. By evaluating real-life 

examples, relevant questions are identified. Important parameters are the practicality and 

usefulness of the solution artifact, which is why specific situations are regarded in order to 

generalize them in the DIF. The exploratory research methodology is useful, when the 

objective is to “gain familiarity with a phenomenon or to achieve new insights into it” [65]. 

 

Figure 2 Research approach 

– own representation 

Figure 2 shows the research approach in a schematic way. As the aim of this thesis is to 

develop an approach for designing domain-specific modeling methods, the first step is to 

investigate the term domain. This includes a formal definition and classification of the term 

as well as the evaluation of components, which make a DS language domain-specific. 

Requirements, which are distinctive for a certain domain and important for the modeling 

method to be developed, are investigated and specified. The modeling method as the output 

of the DIF must have a domain-fit in all its building blocks in order to be applicable and 

useful for the respective domain. 

In order to allow for domain-specific implementation, a meta-modeling platform should 

rather support a complete modeling method than a modeling language only. On the one hand 

it should include model-driven functionality based on the requirements and on the other 

hand, related to the modeling goals and needed functionality, provide guidelines and 

constraints for modeling scenarios [cf. 54]. ADOxx [16] is used within this thesis as the 

technology for implementing the DS modeling method. 

For the purpose of this thesis, a suitable research method is a literature review to find and 

analyze existing domain-specific modeling languages (DSML). Especially for the literature 
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review in the IS domain, the approach by [118] is followed, where a five-phase framework 

is proposed. 

Phase I: To define the scope of the literature review, the taxonomy of Cooper [24] is used, 

which is comprised of six constituent characteristics (focus, goals, organization, perspective, 

audience, coverage). Figure 3 shows the categories of these six characteristics used within 

this thesis marked in blue. 

 

Figure 3 Taxonomy of literature reviews 

– own representation based on [24] 

Phase II: This step aims to identify key issues by concept mapping and provide working 

definitions to key terms [cf. 103, p. 36], which is done within the state of the art analysis in 

chapter 2. 

Phase III: The general literature search process involves database, keyword, backward, and 

forward search, and an ongoing evaluation of sources. A focus is set on articles published in 

scholarly journals or proceedings of renowned conferences. The search-process 

documentation can be seen in Figure 4. 

Phase IV: The literature is analyzed and synthesized in a concept matrix. Within this thesis, 

this is done in chapter 3 – Analysis of DSM languages. 

Phase V: The results of the DSM language analysis reveal language-components, which 

contribute to a high extent to domain-specificity. 
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Figure 4 Search-process documentation 

– own representation based on [24] 

The Design Science Research methodology (DSRM) after [88] is used widely in 

information systems research. Design is the “act of creating an explicitly applicable solution 

to a problem” [88]. Design Science Research differs from other paradigms like theory 

building and testing and interpretative research, in that the prototype designed can be “any 

designed object with an embedded solution to an understood research problem” [88, p. 6]. 

As the above described exploratory research approach describes the way, in which 

knowledge is gained throughout this thesis, the DSRM provides a whole framework with the 

goal of developing a prototype. The exploratory research approach can be seen to stand 

above the DSRM framework on a higher level. Within this thesis it is used as a 

complementary approach for data collection and research design, which is manifested within 

the DSRM framework. Figure 5 shows the integrated DSRM framework followed within 

this thesis based on [46]. 
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Figure 5 Information systems research framework 

– own representation based on [46] 

The information systems (IS) research framework provides an integrated view of the 

environment and the knowledge base. The two main components of the IS research block 

are develop/ build and justify/ evaluate. Within this thesis, the developed DIF represents the 

artifact. The step of evaluation is done by the application of the DIF on a real instance, which 

is achieved by conducting a case study.  

1.4 Outline and Focus of the Thesis 

In the previous chapters, the concept of domain-specific business process modeling 

(DSBPM) was introduced to the reader of this thesis. For one, the importance and potential 

of this notion within business process management was explained. After that, the research 

objectives pursued within this paper were defined and explained in the context of DSBPM. 

In order to answer the research objectives in a scientific and systematic way, the research 

approaches Design Science Research and literature review in information systems were 

introduced. 

The succeeding chapters within this thesis are structured as follows. In chapter 2, the state 

of the art regarding important concepts related to DSBPM is evaluated. Here, the focus lies 

on more recent developments and the interpretation of their relevance in the light of this 

thesis. Chapter 3 is dedicated to the analysis of several collected DSBPM languages. Here, 
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the insights gained throughout the state of the art are used to define focus areas, according 

to which the DSBPM languages are analyzed. The goal of the analysis process is the 

extraction of concepts, which significantly affect the domain-specificity of BPM languages. 

The knowledge gained throughout the analysis is then abstracted in chapter 4, the results 

section, into the Domain Integration Framework (DIF) as the artifact of this scientific work. 

Following the Design Science Research methodology, the DIF is tested by conducting a case 

study in chapter 5. The thesis concludes with chapter 6 by final remarks about the research 

and implementation project, its opportunities and limitations in form of a SWOT analysis, 

as well as an outlook for future research directions. 

The focus of the work presented within this scientific paper lies on graphical modeling 

languages as opposed to textual ones. Graphical modeling languages consist of a graphical 

representation of their syntax [cf. 44]. Here, concepts (or classes) are represented by 

symbols, and relationships between those symbols are represented by connecting lines. 

Examples of graphical modeling languages are UML [105] or BPMN [86]. Textual modeling 

languages, on the other hand, are computer-interpretable and are composed of keywords and 

parameters [cf. 105]. Examples of textual modeling languages are OCL [85] or PlantUML 

[101]. The context of modeling within this thesis is exclusively seen in the graphical 

representation of business processes as language-oriented constructs. Therefore, it shall not 

be confused with the concepts of textual, mathematical, or statistical modeling. The focus of 

this thesis lies on the graphical value of DSBPM, not its translation into usable code.  
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2 State of the Art 

The goal of the following chapter is to provide the reader with an understanding of the 

concepts and related work relevant in the context of this thesis. In the beginning, more 

general concepts related to the research area of domain-specific business process modeling 

(DSBPM) are shown and condensed throughout the chapter into more specific topics. 

Advances in business process modeling (BPM) are shown in chapter 2.1 with a special focus 

on newer developments of BPM concepts as well as requirements engineering. Approaches 

towards domain-specific modeling (DSM) as well as categorization schemes of domains are 

investigated in chapter 2.2. The concept of meta-modeling (chapter 2.3) is crucial when it 

comes to describe a modeling language on a higher level by abstracting away unnecessary 

details. Chapter 2.4 introduces the concept of a modeling method and shows existing 

approaches to design it. 

2.1 Business Process Modeling 

Business process modeling (BPM) as a research discipline offers opportunities in a variety 

of contexts, e.g. business management, industrial engineering, and information technology 

[cf. 32]. Various authors stress the importance of business process modeling within the 

company to be able to depict activities, roles, and process-dependencies, among others (cf. 

[102], [102], [10]). Rosemann [102], for example, suggests that a company should establish 

a business process management center of excellence and provides a portfolio of services to 

be offered. Within this chapter on BPM, the first part (chapter 2.1.1) deals with the concepts 

of BPM and sets a special focus on newer developments and research areas. Chapter 2.1.2 

is dedicated to the fields specialized in the identification and categorization of requirements, 

which are a preliminary for high-quality BPs. 

2.1.1 Concepts 

Throughout the past years, research was mainly focused on two fields. The first field being 

the design of methods for BP modeling (cf. [110], [72]) and the second field engaging in 

methods for BP reengineering (cf. [26], [42], [125], [19]). Attributable to the growing 

complexity in today´s corporate environment, research towards more flexible and situation-

specific concepts is claimed (cf. [19], [10]).  
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In the context of more flexible and agile business process modeling approaches, Becker 

[10] argues to move from a functional orientation towards a process orientation. The author 

states that the previous optimization of single functional areas or departments has only 

brought marginal improvements. Instead, companies need to focus on cross-departmental 

processes, which has started around the 1980s. In this context, research on situational models 

(cf. [122], [107], [98]) and conceptual models (cf. [57], [25]) has emerged. 

When it comes to the structuring and categorization of BPs, the emergence of different 

viewpoints within literature can be observed. One of the originally used categorization 

schemes of BPs is the differentiation between management and support processes by 

Michael Porter [93]. Other authors add the instance of management processes (cf. [32], 

[119]). E.g. Schmelzer et al. [108] add additional viewpoints in the form of a client 

perspective and a perspective on different organizational functions. Also, a classification 

according to process structure (ad-hoc processes, weakly-structured processes, structured 

processes) is proposed by [108]. Melão and Pidd [78] propose a conceptual framework, in 

which different business process views are organized according to four categories (BPs as 

deterministic machines, interacting feedback loops, dynamic complex systems, social 

constructs). Nastansky et al. [81] classify business processes according to their structure into 

ad-hoc process, open team-process, integrated team-process, integrated cooperative activity, 

ad-hoc exceptions, and well-structured processes. These classifications vary regarding their 

degree of flexibility versus structure. 

Due to the surging amount of BP languages and methods, evaluation methods have 

emerged. One category builds BPM maturity models (cf. [27], [72], [41]). DeToro and 

McCabe [29] propose five process condition ratings and five improvement paths, 

respectively. Hammer [41], for example, proposes a Process and Enterprise Maturity Model. 

In this context, certain quality criteria have been investigated within literature. Quality 

criteria for BP metrics are investigated e.g. by [127], [32], and [52]. A framework, which 

enables the evaluation of conceptual BPM languages is proposed by [72]. The authors use 

the meta-models of seven BPM languages and compare them to their own generic meta-

model based on the four BP perspectives organizational, functional, informational, and 

behavioral plus the additional perspective BP context [cf. 25]. 
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Curtis et al. [25] extract the most commonly used BP constructs as being agent, role, and 

artifact. Junginger [51] defines BPs by four elements and their interrelations, which can be 

seen in Figure 6. 

 

Figure 6 Elements of a business process 

- own representation based on [51] 

Lu and Sadiq [74] conduct a comparative analysis of the two predominant business process 

modeling approaches, namely graph-based approaches and rule-based approaches. 

According to the authors, most graph-based modeling approaches originated in Petri Net 

theory and its extensions. Different graph-based general-purpose modeling approaches are 

shown in Table 1. 

Table 1 General-purpose BPM approaches 

– own representation 

GP BPML Elements Model types 

Entity-relationship 

(ER) diagrams [21] 

Entity, action, attribute, 

cardinality, connecting line 

Data model 

Unified Modeling 

Language (UML) 

[105] 

Element, relationship, 

directed relationship, named 

element, redefinable 

element, type, feature, 

instance and instance 

specification, comment 

Class diagram, package 

diagram, object diagram, 

component diagram, composite 

structure diagram, deployment 

diagram, activity diagram, 

sequence diagram, use case 

diagram, state diagram, 

communication diagram, 

interaction overview diagram, 

timing diagram 

Business 

process

Activity Actor

Artefact Resource

uses for 

editing

is edited 

during

needs for 

editing

carries out

edits

is edited 

with
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Business Process 

Model & Notation 

(BPMN) [86] 

Flow object, connecting 

object, swim lane, artifact, 

event, activity, gateway 

Process model 

Event-driven 

Process Chain (EPC) 

[59] 

Function, event, gateways, 

control flow, process 

navigator, organizational 

unit, information object, 

information flow, link 

between organizational units 

Data model, process model, IT 

system model, organizational 

model, product model 

Petri Nets [126] Places, transitions, arcs Process model 

FlowMake [106] Task, coordinator, and 

transition 

Process model 

EXPRESS [50] Datatype, entity-attribute, 

supertypes and subtypes, 

algorithmic constraints 

Data model 

2.1.2 Requirements 

In order to allow for a working as well as accepted BPM approach, the right requirements 

need to be fulfilled. In the field of requirements engineering (RE), different approaches to 

identify, evaluate, and implement requirements are investigated. [84], [90], [69], for 

example, provide an overview of RE in the field of information systems. 

Within literature, there exist different approaches to categorize requirements. Pohl and 

Rupp [91] categorize requirements into functional and quality requirements, and into 

boundary conditions. Nuseibeh and Easterbrook [84] differentiate between five core RE-

activities, namely eliciting requirements, modeling and analyzing requirements, 

communicating requirements, agreeing requirements, and evolving requirements. Eliciting 

requirements as the relevant activity in the context of this thesis is composed of identifying 

system boundaries, stakeholders, goals, and tasks by use-cases and scenarios [cf. 84]. It 

should be noted, that the authors explicitly state the evolution of requirements within their 

RE core-activities, which constitutes an integral part of the artifact developed within this 

thesis, too. Buchmann and Karagiannis [20] emphasize the evolutionary nature of 

requirements by categorizing modeling requirements into those originating from design-time 

needs (directly) and those originating from run-time needs (indirectly) (cf. [52], [20]).  
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Visic et al. [117] distinguish between primary, secondary, tertiary, and quaternary 

requirements. The primary requirements (language requirements) are derived from the 

application domain of the language. As already discussed in chapter 2.1.1, the four basic 

constructs of class, relation class, attribute, and model-type build the foundation of the 

syntax and semantics of the ML. In order to allow for needed extensions, extensibility is 

considered as an additional key requirement. Another requirement is derived from the need 

for a suitable notation, which has the ability to represent the specific application domain with 

a set of expressive graphical symbols. Last but not least, further requirements are derived 

from the modeling algorithms needed, for instance analysis and simulation functionalities. 

Secondary requirements are derived from the respective meta-modeling platform the 

solution shall be implemented on. Here, the functional as well as non-functional 

requirements of meta-modeling platforms are considered. Tertiary requirements focus on 

commonly accepted principles and best practices for the design of DSLs. Following 

desirable features, adapted from [77], are proposed: user-expectation conformity, readable 

and consistent syntax, small and orthogonal set of features, and error diagnosis. The 

quaternary requirements refer to the possible evolution of the ML in the future due to 

emerging technologies. On the one hand, the future development of meta-modeling 

platforms has to be considered, and on the other hand, changes within the application 

domain. Regarding the second point, minimum requirements are an extensible abstract 

syntax, concrete syntax, and semantics, as well as an extensible execution engine. Non-

functional requirements are extensibility, interoperability, and scalability2. 

Different approaches to identity requirements can be distinguished. Bortz and Döring [17] 

name surveys as the most common method to collect data in social sciences. These can be 

either oral by conducting interviews or in a written manner, e.g. by questionnaires. When it 

comes to agile software development, e.g. in Scrum [111] and DSDM [1], requirements are 

depicted by tasks in the product backlog, which are prioritized and realized throughout the 

sprints. Those task items can be categorized into features, bugs, technical work, and 

knowledge acquisition. The approach of collecting features is by stakeholder-centric user 

                                                           
2 For a detailed description of non-functional requirements the reader is referred to [117] N. Visic, 

H.-G. Fill, R. A. Buchmann, and D. Karagiannis, "A domain-specific language for modeling method 

definition: From requirements to grammar," in Research Challenges in Information Science (RCIS), 2015 

IEEE 9th International Conference on, 2015, pp. 286-297: IEEE. 
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stories. User stories can be defined by a given sequence of words with blank spaces in the 

form: “As a (role) I want (something) so that (benefit)” [cf. 22]. 

2.2 Domain-specific Modeling 

A challenge within domain-specific modeling (DSM) initiatives constitutes the 

collaboration between three distinguishable roles (see Figure 7). Within literature, there exist 

slightly different specifications of those roles (cf. [32], [40]). 

 

Figure 7 Roles in domain-specific BPM 

– own representation, icons from [63] and [31] 

All three roles are responsible for different parts within the BPM initiative. Whereas the 

method engineer designs the modeling method, the business process modeler is the person 

with knowledge of the specific application domain. The tool developer constitutes the 

connecting link, as he or she is responsible for implementing the designed modeling method. 

There exists a knowledge gap regarding design and implementation and the expert 

knowledge of the respective domain. 

Within literature, different definitions of a domain can be found. In Collins [23], a domain 

is defined as a “particular field of thought, activity, or interest, especially one over which 

someone has control, influence, or rights”. Prieto-Díaz [96] provides a framework for 

domain-analysis and defines a domain in the context of software engineering “as an 

application area, a field for which software systems are developed” [96]. Karagiannis et al. 

[54] state that there is no clear boundary between general-purpose and domain-specific and 

that a domain might refer to a narrow application area as well as a whole business sector. 
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2.2.1 Degree of Domain-specificity 

Within literature, a distinction is made between general-purpose modeling languages 

(GPML) and domain-specific modeling languages (DSML). The word domain can refer to 

a business sector, a community-driven paradigm, narrow application area, or a single 

enterprise case [cf. 54]. In the context of this thesis, the focus is set on industries as well as 

intra-company application areas. Karagiannis et al. [54] propose an approach to use different 

domain-specific modeling languages within one tool without having the trade-off of 

choosing between them. The underlying method is called Fundamental Conceptual 

Modeling Languages (FCML). Application domains can be divided into verticals (financial 

services, telecommunications, public administration, manufacturing) and horizontals 

(business process modeling, application development, workflow management, knowledge 

management) [cf. 56, p. 5]. 

Mernik et al. [79] divide the design of domain-specific modeling languages into the three 

phases decision phase, analysis phase, and design- and implementation phase. Whereas the 

three phases described by [79] constitute a possible starting point for the development of a 

DSML, this procedure lacks the need that arises due to the dynamic nature of domains and 

their environment. As requirements inevitably change in the course of time, the phases 

should include a re-evaluation component. The artifact developed within this thesis aims to 

explicitly address the need for change and re-evaluation. DSLs appear in the form of textual 

or graphical languages3. The focus of this thesis is set on the design of graphical or visual 

modeling languages. 

Within literature, different approaches towards DSBPM can be found. The lowest degree 

of domain-specificity is to use a GPML. Some authors use GPML and provide guidance on 

how to adapt it to specific application domains (cf. [66], [45]). Other authors argue that only 

a DSL can fully grasp the context of the domain [cf. 60]. 

2.2.2 Frameworks 

There exist different acknowledged frameworks, which aim at providing a categorization 

scheme for processes or application domains. Some of them are described in the following 

                                                           
3 For a comparison the reader is referred to [89] S. Pissierssens, "Revealing the scientific basis of 

graphical representation design." 
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and serve as a data source for the development of the Domain Framework (DF) as part of 

the DIF within this thesis. The goal of this section is to show similarities and differences 

between the varying categorization schemes and to provide an overview. 

Heitkötter [45] proposes a framework for creating domain-specific process modeling 

languages. The author´s argument is to generalize DSLs and introduces a transformation 

mechanism to convert DSLs into the BPMN2.0 standard. DSLs4BPM builds on a minimal 

set of common concepts, which is extended for specific domains. Kelly and Tolvanen [60] 

describe a domain framework as an interface connecting the platform components with 

generated code for the purpose of automation. 

The American Productivity and Quality Center (APQC) [7] has developed the Process 

Classification Framework® (PCF) for business process modeling and mapping. There exists 

a cross-industry version of the PCF, which aims at being applicable to all kinds of enterprises 

and can be used whenever no industry-specific PCF® is available. In order to allow for 

industry specific representation, additional versions for 19 industries have been issued up to 

now: aerospace and defense, airline, automotive, banking, broadcasting, city government, 

consumer electronics, corrosion, consumer products, downstream petroleum, education, 

health insurance payor, healthcare provider, insurance, pharmaceutical, retail, 

telecommunications, upstream petroleum, and utilities. An example for a domain-specific 

process classification is e.g. eTom [48], which is specifically known for telecom operations. 

Aitken et al. [2] propose a process classification framework, which provides guidance on 

finding the appropriate model types. The authors distinguish between the levels of 

contextual, conceptual, logical, and physical and propose certain model types for each level 

on the case of a health agency implementing an e-health initiative. Other process 

classifications can be found, e.g. for change management [cf. 3] or strategic decision-making 

[cf. 68]. APICS [6] offer frameworks for supply chain management specific subjects, like 

the SCOR (supply chain operations reference), DCOR (design chain operations reference), 

CCOR (customer chain operations reference), M4SC (managing for supply chain 

performance), and PLCOR (product lifecycle operations reference model).  

It is noticeable, that there exist different viewpoints on and degrees of domain-specificity 

within literature. Different views on BPs or the use of different model types may account for 

domain-specificity [cf. 2], or the creation of completely new DSBPM languages with an own 

syntax, semantics, and notation. 
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2.3 Model and Meta-model 

Stachowiak [113] defines three fundamental model properties, namely mapping, reduction, 

and pragmatism [cf. 113, p. 313]. The mapping property focuses on the original, which is 

mapped by the model. The reduction property stresses the incompleteness of the model, 

which shows only the relevant aspects of the specific viewpoint. Pragmatism is the property 

specifying the usage aspect of the model for a certain application area within a specific time-

frame. Whereas different definitions of models exist (cf. [123], [104]), the model properties 

by [113] are seen as relevant within the context of this thesis, as they complement the subject 

of business process modeling. 

Strahringer [114] defines a meta-model as a model of a model, which is a linguistic-

descriptive model describing the language of the subordinate model. The concept of 

metaization is depicted in Figure 8, where the recursive nature of describing a model in a 

meta-language is shown. The advantage of meta-modeling is the reduction of complexity by 

abstraction (cf. [56], [114], [113]). As an example of this reduction of complexity in meta-

models, classes may represent the superordinate of activities of different kinds, or tasks carry 

attributes like duration, costs, descriptions, or organizational assignments, among others [cf. 

109]. Zacarias et al. [124] identify general business process concepts of BP meta-models, 

namely the meta-elements process components, process connectors, process resources, 

organizational features, and specific features. 

 

Figure 8 Language-based meta-model concept 

– own representation based on [114, p. 24] 
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In the context of BPM, meta-modeling is a widely used concept for depicting BPs on a 

higher abstraction level and to enable the comparison between different BPs (cf. [62], [55], 

[58]). Karagiannis and Woitsch [58] emphasize the strong interrelation between BPM and 

knowledge engineering and propose meta-modeling as an approach to integrate the two 

disciplines. Other application fields of meta-models are design (in the sense of an inheritance 

mechanism or reference structure) and integration (mapping of meta-models by the use of 

the meta2 model) [cf. 55]. 

In recent developments, agile meta-modeling approaches are gaining more and more 

momentum in order to address the complexity of BPM (cf. [124], [52], [115], [33]). For the 

purpose of business process flexibility and agility in order to address the issue of changing 

requirements, [124] propose a meta-model. Raschke [97] defines operational agility in the 

context of BPM as a construct of the four components reconfigurability, responsiveness, 

employee adaptability, and process-centric view. Thiemich and Puhlmann [115] provide a 

meta-model for BPM, which is not by itself agile but based on agile software development 

methods. 

Enablers of flexible meta-modeling are meta-modeling platforms like e.g. ADOxx [16], 

MetaEdit+ [80], or OpenPonk [116], which provide a meta2 structure and allow for the 

design of modeling methods on the meta level. On the meta layer, concepts, notations, 

semantics, and syntactic and semantic constraints are implemented. In this layer, also 

domain-specific concepts are taken into account. The modeling layer depicts the concrete 

model using a specific modeling language. 

In the context of this thesis, the ADOxx [16] meta-modeling platform is used as an 

implementation platform, as it includes all necessary concepts needed for meta-model 

creation [cf. 34]. The meta-model builds the base for the implementation of domain-specific 

concepts. In their work, [61] compare and analyze several meta-modeling languages by 

comparing their meta-meta-models4. As the result of the investigation, several commonly 

used notions were identified. All of the analyzed meta-meta-models have the elements 

object, relationship, and attribute, whereas differences were found in structuring and reuse 

capabilities of meta-model elements. In the ADOxx meta2 model, these elements are 

represented by class (corresponding to the object element from above), relationship, and 

                                                           
4 In the general literature, meta-meta-model and meta2 model are used as equivalents 
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attribute. The reuse and structuring capabilities are represented by the additional element 

model-type. With these four notions, the syntax and semantics of the modeling language can 

be defined [cf. 117]. 

2.4 Modeling Method Building Blocks 

A modeling method can integrate several modeling languages (cf. [54], [36]), and can be 

designed for specific needs of a certain domain. A modeling method enables the combination 

of all concepts of the previous chapters into one framework, combining language, procedure, 

and mechanisms & algorithms requirements (cf. [54], [34], [51], [36]). 

Karagiannis and Kühn [56] define a modeling method by its components modeling 

technique on the one side, and mechanisms and algorithms on the other side. The modeling 

technique can further be divided into modeling language and modeling procedure. Figure 9 

depicts these building blocks, and their components are shown in greater detail within the 

subchapters. The colors emphasize, whether the components belong to the modeling 

language (yellow), procedure (red), or functionality (green). 

 

Figure 9 Modeling method building blocks 

– own representation based on [56] 

Whereas [56] provide the structure definition of a modeling method, [40] propose Agile 

Modeling Method Engineering (AMME) as a methodology to develop a modeling method. 
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for the design of DSLs [cf. 40]. It is domain-independent and focuses on the interaction 

between modeling and machine-processing abilities of those models. The characteristics of 

this methodology are based on changing requirements, namely adaptability, extensibility, 

integrability, operability, and usability [cf. 52]. 

Within this thesis, the AMME approach is seen as the fundamental structure for modeling 

method engineering. As it is conceptualized on the meta2 level (see chapter 2.3 for an 

explanation of the different meta-modeling concepts), it is seen as a given orientation for 

modeling method development and deployment. 

Visic et al. [117] recognize the dynamic nature of modeling method engineering due to 

changing requirements and therefore propose a domain-specific language for modeling 

method engineering. The phases are inspired by the principles of agile software engineering 

and based on the framework by the Open Model Initiative Laboratory [87]. 

2.4.1 Modeling Language 

The modeling language (ML) (see Figure 9) constitutes the primary building block and is 

further divided into syntax, semantics, and notation. The syntax of the ML establishes the 

grammar by the definition of a set of rules. The semantics of the ML provides the syntax 

with meaning. The notation gives the graphical representation of the ML by domain-specific 

symbols [cf. 117]. 

Kelly and Tolvanen [60] propose several language definition guidelines in their book. 

Following these guidelines to create a domain-specific ML significantly increases 

acceptance and likelihood of usage within the company area where the DSL is deployed. 

The language definition guidelines are as follows [cf. 60]: 

• Use the same names and naming conventions already in use within the domain. 

• Keep the language simple in order to allow a high level of abstraction. The goal 

is to satisfy the identified needs first and if necessary, additional concepts can be 

added at a later point. 

• A precise definition of each modeling concept is key. Examples should show 

alternative cases, concepts, and behavior. 

• Language extension possibilities can be included by adding extension concepts, 

e.g. an object, which can be connected to all other objects and has only one 
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description property. This makes sense, if the modeling language is still 

incomplete or the domain relatively new. 

Figure 10 depicts the general concepts of a modeling language on the meta-level, as 

proposed by [67]. 

 

Figure 10 Generic meta-model of modeling language 

– own representation based on [67] 

The generic meta-model shown in Figure 10 includes all possible elements, which can be 

used within the language of a modeling method. It is noticeable, that not all of these elements 

might be necessary within a certain domain. 
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The modeling procedure is defined for the business process modeler and provides guidance 

on how to produce a valid model. It formally describes the sequence in which certain model 

types should be created and formulates the steps necessary to produce a coherent model [cf. 
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The generic meta-model of the modeling procedure after [67] is depicted in Figure 11. It 

is an essential part of the modeling method as it serves as a guideline for business process 

modeling within the specific domain. It makes the task of modeling more user friendly and 

reduces the risk of producing false models. 

 

Figure 11 Generic meta-model of modeling procedure 

– own representation based on [67] 
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Figure 12 Generic meta-model of mechanisms and algorithms 

– own representation based on [67] 

2.5 Interim Conclusion 

Within this chapter, relevant literature in the field of domain-specific business process 

modeling has been collected, summarized, and analyzed in the light of its relevancy for the 

further course of this thesis. The focus was set on the extraction of crucial concepts, which 

are used in chapter 3 to analyze existing DSM languages and to derive a basis for the 

development of the Domain Integration Framework in chapter 4 as the result of the analyses. 

The relevant concepts within literature and their importance for the following chapters are 

summarized in Table 2. 
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2.1.1 Concepts of GP BPM languages can 

be useful for the design and re-use of 

modeling languages 

DIF, Case Study 

2.1.1 Categorizing processes as 

management, core, and support 

processes 

DIF 

2.1.1 Crucial BP elements are activity, 

artifact, actor, and resource 

Case Study 

2.1.2 Use of an agile and domain-centric 

approach to engineer requirements, 

i.e. by user stories 

Case Study 

2.1.2 Distinguish between different 

categories of requirements, i.e. 

stakeholder requirements, goal 

requirements, boundary requirements 

DIF, Case Study 

2.1.2 Distinguish between requirements at 

design-time and changing 

requirements at usage-time 

DIF, Case Study, 

Analysis 

2.2 Differentiation between domain 

context (external view) and domain 

analysis (internal view) 

DIF 

2.2.1 Focus on the visual value of 

graphical models 

Case Study, Analysis 

2.2.1 Within different process levels, a 

different degree of domain-specificity 

can be considered 

Case Study 

2.2.2 For the domain context, industries, 

the level of detail (granularity), and 

the question whether the process is a 

core, management, or support process 

constitutes a good starting point 

DIF, Case Study 

2.2.2 For the domain analysis, 

requirements as well as quality criteria 

reveal insights into the processes 

themselves and their evaluation 

DIF, Case Study 

2.3 Focus on meta-models, because 

flexibility as well as domain-

specificity is enabled on the meta-

level 

Analysis 
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2.4 In order to provide guidance and 

acceptance for usage, a whole 

modeling method is needed 

DIF, Case Study, 

Analysis 

Among the advantages of DSBPM languages, their functionalities for automatic code 

generation are often mentioned (see chapter 2.2). The emphasis of this thesis, however, lies 

in the value of the graphical representation of DSBPM rather than the production of code. 

Nevertheless, this could constitute a starting point for considerations for automation e.g. in 

the form of workflow engines or ERP systems. In the context of visual value of a model, the 

semantics of a modeling language contribute to domain-specificity. For example, the symbol 

of a steering wheel might be needed when defining business processes within the automotive 

industry. 

The Domain Integration Framework (DIF) developed within this thesis should not be 

confused with the domain framework defined by [60]. The authors describe a domain 

framework as a layer of code situated between the general components including the meta-

modeling platform, and the generated code. It serves as a means to avoid code repetition as 

it resembles all elements, which are common to all applications within the domain. In 

contrast to that, this thesis and the DIF developed within it shall provide a guided modeling 

approach to help closing the gap between the knowledge of a method engineer and a domain 

expert. Its contribution is the provision of a structured way to analyze the specific application 

domain, such that no important domain-specific information is forgotten during the design 

of the modeling method for business process modeling.  
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3 Analysis of DSML 

The literature overview shown in chapter 2 revealed valuable insights for the categorization 

and evaluation of DSM languages (DSML). In order to identify, what domain-specific in the 

context of BPM means and to extract knowledge about domain-specific concepts, a 

literature-collection and -analysis procedure is used (see Figure 13). Here, DSML within 

literature are collected and analyzed in a structured manner in order to derive valuable 

insights for the creation of new DSML. 

 

Figure 13 Literature-collection and -analysis procedure 

– own representation 

The first step resembles a literature review process, where different DSML are collected 

in the manner described in chapter 1.3. Secondly, the respective domain of each DSML is 

specified. Every DSML is evaluated according to its quality, which in this case is the 

availability of a meta-model of the ML, whether the requirements are fulfilled, and whether 

it is supported by a complete modeling method. The goal of the procedure is to consolidate 

the knowledge gained throughout the process within the last step - the evaluation of 

components - which make a DSML domain-specific. By comparing differences and 

similarities between the DSMLs, those components are identified and their respective 

contribution to domain-specificity is elaborated. 

A reference framework for the evaluation of BPMLs is offered by [36]. The authors 

propose general requirements for modeling languages (formal, user-related, application-

oriented), requirements for BPM (fundamental requirements for modeling languages, 

business and operational requirements, control structures, exceptions, integrity 

requirements, support for the development of information systems, support of individual 

adaptations, documentation, specification), and the embedding within a modeling method 

(project specific roles and resources, modeling procedure) as criteria for evaluating and 
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selecting an appropriate modeling language or method. A further extension and 

concretization of this evaluation method is proposed in [37]. Within this chapter, the 

evaluation method by [37] is used to analyze DSML in a first step and to extract DS concepts 

in a second step. 

3.1 Domain Specification 

To sum up the previous discussions, a domain within this thesis is defined as follows: 

The following definition of a domain is derived from the findings of the 

literature review (chapter 2) and shall provide a guideline for the 

analysis of existing DSML within this chapter. A domain can be seen as 

an area or focus of application. It can be analyzed on the one hand by 

its context, i.e. its boundaries and dependencies to other domains and 

the classification of its processes (see chapter 2.2.2). On the other 

hand, inward looking characterizations or analysis can be made based 

on the modeling needs of this respective domain (see chapters 2.1.2, 

2.2.1).  

The definition above implies, that there exists an external and an internal view of a domain. 

With these two points of view, the analysis of several DSML was conducted and is therefore 

divided into two parts – an external domain context part and an internal domain analysis 

part. 

Following Table 3 shows the results of the domain context analysis of the DSML. 

Table 3 Domain context of DSML 

– own representation 

DSML Domain context 

Industry MCS-level Pursued level 

of detail 

E-MEMO [35] Online, insurance Core process Abstraction 

MPN BP [82] Banking Core process Abstraction 
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eGPM [18] Governmental, 

insurance, car rental 

Core process Abstraction 

DSLs4BPM [45] Information 

technology 

NA Abstraction 

PICTURE [12] Governmental, 

banking 

Management 

process, core 

process, support 

process 

Abstraction 

3PL [13] Robotics Core process Detail 

SIMchronization [94] Supply chain 

management, 

production, logistics, 

maintenance 

Core process Abstraction 

ComVantage [53] Supply chain 

management, plant 

commissioning, 

production, 

maintenance 

Core process Abstraction 

State Social Insurance 

Agency (SSIA) [14] 

Social security Core process Abstraction 

DSL for automation 

systems [70] 

Automation systems Management 

process, core 

process, support 

process 

Detail 

PISCAS [95] Pisciculture 

automation system 

Core process Detail 

Flight control domain-

specific language 

(FCSL) [100] 

Safety critical flight 

control software 

Core process Detail 

GISMO [28] Development of 

gestural interaction 

applications 

NA Abstraction 

Tramway Control 

Framework (TCF) [43] 

Railway control 

systems, tramway 

control systems 

Core process Detail 
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Integrating the 

Healthcare Enterprise 

(IHE) Framework [5] 

Medical e-services Core process Abstraction 

Project assessment 

diagrams (PAD) [9] 

Highlighting review 

and assessment of 

business processes 

NA Abstraction 

Industrial Business 

Process Management 

(IBPM) [15] 

Industrial Management 

process, core 

process, support 

process 

Abstraction 

It is notable, that many of the DSML are claimed to be valid in more than just one domain. 

Only for very narrow domains, which also focus on system implementation like the robot 

navigation language 3PL [13], no further application domains were named by the respective 

authors. Moreover, most of the DSML focus on core processes and do not allow for the 

integration within an organizational architecture. As to the pursued level of detail within 

each language, it is differentiated between abstraction and detail. Languages that aim for 

abstraction are more focused on reducing complexity by making use of a higher abstraction-

level and leaving out unnecessary details. Languages pursuing a high level of detail 

specifically aim to address complex or detail-intensive issues. 

Table 4 depicts the results of the domain analysis, applied on the DSMLs. 

Table 4 Domain analysis of DSML 

– own representation 

DSML Domain analysis 

Underlying 

modeling 

language (if 

applicable) 

Model types Elements 

E-MEMO [35] Domain-

specific 

Strategy network 

model, business 

process model 

Process, decomposition 

hierarchy, event, control 

structure, exception, note, 

organizational unit, 

resource, 

MPN BP [82] Modified 

Petri Net 

Organizational 

structure model, 

Activity, resource, 

control, flow, 

organizational structure 
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business process 

model 

eGPM [18] Domain-

specific 

Cooperation view, 

use-case diagram, 

process landscape, 

IT landscape, 

conceptual model, 

work environment 

model 

Actor, group, meeting, 

object, business case, 

aggregation, note, informs 

with object, passes object, 

edits object, initiates 

DSLs4BPM [45] BPMN2.0 NA Process, organizational 

element, subprocess, 

variant, process building 

block, PBB occurance, 

derived DSL 

PICTURE [12] Domain-

specific 

Process landscape, 

process model, 

procedure model 

Process block, 

subprocess 

3PL [13] Domain-

specific 

Flow chart Configuration, flow, 

gateway, connection 

SIMchronization 

[94] 

Domain-

specific 

Supply chain 

network model, 

resource model, 

component model 

resource, plan, 

information object, 

material flow object, item 

ComVantage [53] Domain-

specific 

Resource pool, 

business and 

organization 

structure, value 

structure, process 

model, mobile IT-

support model, 

orchestration model, 

location structure, 

information space 

model, station 

structure, machine 

state model 

Many elements, 

combined into the structure 

groups KPI, market, 

mobile support, value 

exchange flow, value 

structure, business model, 

orchestration, enterprise 

structure, business 

structure, location 

structure, permission pool, 

information space, 

evaluation process, 

requirements process, 

business process, 

interaction flow, 

notification, navigation, 

collaboration 
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State Social 

Insurance 

Agency (SSIA) 

[14] 

ProMod Business process 

model, information 

systems diagram, 

customer service 

diagram, 

organizational 

structure, regulations 

and local instructions 

diagram, information 

artifacts, customer 

services diagram 

Activity, event, sequence 

and message flows, data 

objects 

DSL for 

automation systems 

[70] 

Domain-

specific 

System model Automation domain 

object, name, voltage, 

output, input, in, out, 

automation domain wire 

connection 

PISCAS [95] DSL for 

automation 

systems 

Graphical 

overview, wiring 

plan, list of parts, 

labels for wiring 

closet 

Pond, switch, aerator, 

feeder, light, module, time 

switch, twilight switch, PH 

value, waterlevel, 

temperature sensor, 

muddiness sensor 

Flight control 

domain-specific 

language (FCSL) 

[100] 

Domain-

specific 

Fault model, 

behavior model, 

Data flow/ state flow 

Processor, device, 

interconnection network, 

partition, process, task, 

function element, 

relationship 

GISMO [28] Domain-

specific 

Gestural interaction 

model 

Element, object state, 

gesture type, interaction 

controller, movement 

direction, variable, state 

variable 

Tramway Control 

Framework (TCF) 

[43] 

Domain-

specific 

Tramway network 

model, deterministic 

sequential state 

machine, safety 

monitor state 

machine, signal 

setting table, point 

position table, route 

conflict table, route 

definition table 

Abstract signals, abstract 

points, counters, abstract 

sensors, route requests, 

signal drivers, point 

drivers, sensor drivers, 

tram comm drivers, signal 

type, point type, sensor 

type, tram 
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Integrating the 

Healthcare 

Enterprise (IHE) 

Framework [5] 

UML, 

BPEL 

Sequence diagram, 

activity diagram, 

administrative 

process flow, patient 

registration 

transaction, modality 

worklist model 

Actor, activity, 

transaction, flow, patient 

class, document, type, 

variable, message, 

correlation set, partner, 

process, port type, service 

link type 

Project 

assessment 

diagrams (PAD) 

[9] 

ProMod NA Elements of UML 

activity diagrams, elements 

for controlling execution 

duration (setTimer, 

checkTimer), link between 

system and editor 

Industrial 

Business Process 

Management 

(IBPM) [15] 

BPMN2.0 Company map, 

business process 

diagram, document 

model, working 

environment model 

Swimlane (vertical), 

swimlane (horizontal), 

process, performance, 

actor, external partner, 

aggregation, note, elements 

of BPMN2.0, document, 

organizational unit, 

performer, role 

From the table above can be seen, that DSMLs strongly vary in their size, recognizable by 

the number of model types and elements. Moreover, DSMLs addressing similar domains use 

similar model types and elements. This can be seen e.g. when comparing the ComVantage 

[53] and the SIMchronization [94] modeling methods (MM). Even though the 

SIMchronization MM focuses on a narrower application domain, both include models to 

depict resources and supply-chain processes. Also, both DSMLs addressing the public 

administration domain5 include a process landscape and elements enabling process 

aggregation. It is also noticeable, that many DSMLs are based on GPMLs or include model 

types, which enable the use of GPMLs (e.g. IBPM [15] uses BPMN2.0 in the business 

process diagram model type). 

3.2 Quality Evaluation 

An extensive catalogue of questions providing a useful tool to evaluate the quality of 

modeling methods is proposed by [37]. The evaluation questionnaire is systematically 

                                                           
5 i.e. eGPM [18] H. Breitling and S. Hofer, "Schwerpunkt-beispielhaft gut modelliert: Exemplarische 

Geschäftsprozessmodellierung in der Praxis," Objekt Spektrum, no. 6, p. 8, 2012. and PICTURE [11] J. 

Becker, D. Pfeiffer, and M. Räckers, "Domain specific process modelling in public administrations–the 

PICTURE-approach," in International Conference on Electronic Government, 2007, pp. 68-79: Springer. 
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structured into different categories and used as a base within this thesis to evaluate the 

collected DSML. Within this section, an adapted version of the question catalogue by [37] 

is used, extended by categories which are seen as relevant in the context of this thesis. For 

example, the section “BPM specific criteria” is changed to “Domain-specific criteria” for 

the evaluation of DSMLs. 

The DSMLs are assessed regarding general criteria and domain-specific criteria. The 

general criteria encompass formal, user-oriented, and usage-oriented criteria. The domain-

specific criteria contain questions regarding the functionality, model types, concepts, 

adaptability, documentation, meta-model support, and modeling method support. The 

original questionnaire consists of 119 sub-questions, which are used for the evaluation within 

this thesis as a guidance for the evaluation of the DSMLs. However, the results of the 

evaluation are shown in an aggregated way, presenting the main points of the questionnaire. 

The results of the evaluation are summarized in Table 5 and the complete evaluation sheet 

is attached in Appendix A. 

Table 5 Quality evaluation of DSML 

– own representation 
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3PL [13] 
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Table 5 summarizes the main findings of the quality evaluation of the investigated DSMLs. 

It has to be stated that due to restrictive information, assumptions about categories were 

made to the best of knowledge and no claim to completeness and correctness is made. The 

table shows, to what extent different DSMLs fulfilled the criteria on a scale from one to four 

(shown as quartered circles). The meta-models of the DSMLs from the OMiLAB platform 

[87] all follow the modeling method approach described in chapter 2.4. This leads to 

exceptionally good results in the quality assessment. An explanation for the high-quality 

modeling methods from OMiLAB is the provision of a standardized scheme, which still 

allows for flexibility on the meta-level. On the one hand by the modeling method approach 

with its three components (see chapter 2.4), and on the other hand by making active use of 

meta-modeling to depict dependencies not only generally but structured according to model 
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type building blocks. An example of structuring a meta-model according to its model types 

can be seen in Figure 14. 

 

Figure 14 Example of a meta-model structured according to its model types 

– own representation 

Figure 14 shows the representation of the meta-model of a modeling method structured 

according to the model types it consists of. The main elements are the different classes, 

which can consist of sub-classes. The classes are connected by relation classes, which might 

be specific for groups of classes or just two classes. Each class and relation class can 

furthermore inhere attributes, which are not shown here due to reasons of simplicity. 

The previous analyses of domain-specific business process modeling languages regarding 

their domain context, domain analysis, and quality revealed valuable insights. By comparing 

their differences and similarities, patterns could be identified. Those patterns are listed in the 

next chapter and their contribution to domain-specific BPM is estimated. 

3.3 DS Component Identification 

Reaching the end of this chapter, the first major phase of this thesis is accomplished. 

Namely, to identify differences and similarities by analyzing DSML and to derive 
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components, which make the MLs domain-specific. Those components serve as the main 

focus points of the Domain Integration Framework developed in the next chapter. 

During the analysis of DSMLs, the different degrees of domain-specificity found in the 

modeling languages were: 

• General-purpose language applied within a specific domain 

• General-purpose language extended by domain-specific concepts 

• Completely domain-specific language 

Table 6 shows the identified concepts, which contribute to domain-specificity of business 

process modeling languages and methods. 

Table 6 Domain-specific component identification 

– own representation 

Component Contribution to 

domain-specificity 

Explanation 

Process framework 
 

Process frameworks for specific domains 

can provide useful information on the 

vocabulary used within the process context. 

Requirements 

assessment method 
 

There exist different assessment methods 

(see chapter 2.2.1), which might be suitable 

within different domains. 

Meta-model 
 

The meta-models of the DSMLs differed the 

most throughout the analysis, including its 

elements and midel types. This underlines the 

hypothesis, that domain-specificity is located 

on the meta-level of the language. 

Model type 
 

The model types of a DSML build a sub-

part of the language meta-model. Still, the 

selection and combination of model types 

itself contributes to domain-specificity to a 

grat extent.  

The process framework, which is part of the domain context analysis can provide useful 

information regarding process steps, hierarchies, and domain-specific concepts. Especially 

domain-specific process frameworks offer a commonly accepted vocabulary, which is 

essential for the later acceptance of the DSMM to be developed. However, for its 

contribution to domain-specificity it was rated with half a star, as several techniques for 
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extracting domain-specific knowledge exist, e.g. interviews with domain-experts or user 

stories. 

The requirements assessment method also contributes to domain-specificity, as it helps to 

identify concepts and requirements specific to the respective domain. Formulating general 

requirements for the DSMLs might be valid, but not sufficient to fulfill all existing needs. 

The meta-model shows all the essential classes, relations, and attributes of a modeling 

language and can be seen as the key concept of domain-specificity. Not only does it offer 

the possibility to compare modeling languages with each other. It also provides the 

opportunity to use specific blocks of the meta-model and integrate them into meta-models 

of other languages, therefore enabling extension and re-usability. The domain analysis 

conducted within this chapter revealed the tendency, that the better the meta-model of a 

language, the better the quality of a language. The analysis has shown, that the model types 

used vary considerably between the DSMLs. This indicates, that the model type contributes 

to a great extent to domain-specificity and needs to build a central part of DSMM design. 

Considerations about the right amount and the right kinds of model types have to be made. 

To sum up the previous chapter, the components contributing to domain-specificity were 

identified by a thorough and systematic analysis of seventeen business process modeling 

languages with varying degrees of domain-specificity. Their external domain environment 

as well as their internal domain-facets were analyzed, put into context, and compared to each 

other. The DS components identified build the foundation for the Domain Integration 

Framework, which is introduced in the following chapter.  
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4 Results – the Domain Integration Framework (DIF) 

After the introduction of related concepts and literature in chapter 2 and the profound 

analysis of DSMLs in chapter 3, implications are derived and put together in the heart of this 

thesis – the Domain Integration Framework (DIF) for business process modeling. Whereas 

the focus of the previous chapter was to show and categorize a variety of existing DSMLs 

and identify DS components, the following chapter consolidates the gained information. The 

resulting DIF is described and in the later course proven by applying it on the automotive 

assembly line case study (see chapter 5). 

 

Figure 15 The Domain Integration Framework (DIF) 

- own representation 
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The DIF as a lifecycle model is shown in Figure 15. As the three main phases of the 

framework, the domain-specific design, domain-specific implementation, and domain-

specific modeling build the base. At the beginning of the DIF procedure model stands a need 

for a BPM initiative, which appears or is identified within a problem domain. Each phase of 

the DIF is accompanied by tools, which help to develop the output of the respective phase. 

During domain-specific design, the problem domain is analyzed in a first step by the use 

of the DF described in chapter 4.1.1 in order to gain an understanding of the process 

boundaries and dependencies. A careful analysis and consideration of the requirements 

influences the usefulness, acceptance, and applicability of the modeling method to be 

developed. Therefore, the tool “user stories” is used to identify those requirements. 

Understanding the environment of the domain is vital to the success of the modeling method 

to be developed. The requirements reveal, what has to be included into the modeling method. 

The outputs of the design phase constitute the meta-models of the modeling language, 

modeling procedure, and modeling mechanisms and algorithms. Those serve as the input for 

the next phase. 

The domain-specific implementation phase makes use of the “linguistic matching 

heuristic” as a tool. It requires the knowledge of the method engineer about existing BPMLs 

in order to build the DSBPML, as the word heuristic implies. Here, the previously designed 

meta-models are converted to a domain-specific modeling tool. The modeling tool as the 

output of this phase is ready-to-use for the next phase. 

In the domain-specific modeling phase, the implemented tool is used, and models are 

created based on the previous design and implementation phases. Throughout the course of 

time, tools for quality evaluation need to be used in order to assess, whether the validity of 

the DS modeling tool is still given. This is done by a quality criteria assessment in the form 

of complexity of the model and usage of elements and model types. Needed changes or 

points for re-assessment are documented in the adaptation log. 

In the following sections, the three phases of the DIF, the tools used within them, and the 

outputs of each phase are described in further detail. 
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4.1 Domain-specific Design 

The goal of this chapter is to show, how requirements can be derived and a domain-specific 

modeling method (DSMM), consisting of the meta-models of the DS modeling language, 

DS modeling procedure, and DS mechanisms & algorithms, be designed. These constitute 

the output of the DS design phase. In the process of designing a domain-specific modeling 

method, a key intermediate deliverable is the modeling method specification [cf. 117]. 

Whether a domain-specific modeling language supports a certain application domain 

depends on the fulfillment of domain requirements, properties, constructs, and grammar. 

Keeping in mind the general structure of the ADOxx meta2 model, all domain-specific 

concepts are declared as class, relation class, attribute, and model type [cf. 34]. Although 

the meta2 model of ADOxx is seen as rigid, its high abstraction-level allows for enough 

flexibility to declare domain-specific concepts on the meta level. 

4.1.1 Domain Framework (DF) 

The first step of the design phase is to identify the external boundaries and the internal 

specifics of the application domain. In order to do so in a systematic way, the Domain 

Framework (DF) is introduced as a tool (see Figure 16). 

 

Figure 16 The Domain Framework (DF) 

– own representation 



4 Results – the Domain Integration Framework (DIF) 

 

 42 

The DF specifies two views of the domain, the domain context providing an external 

classification of a domain within a three-dimensional space and the domain analysis for the 

evaluation of internal domain-specifics. This integrated view allows for the identification of 

domain boundaries and is a useful step to gain an understanding of the external and internal 

particularities. The DF helps the modeling method engineer to systematically evaluate the 

area of application, where the developed method should be used. For the success of a 

modeling method in both, acceptance by the domain experts and the usefulness of the 

provided functionalities, this step of understanding the application domain and its 

connections to other domains is crucial. 

4.1.1.1 Domain Context 

The domain context´s purpose is to reveal the external context of the domain to the 

modeling method engineer. The first dimension is the industry, in which the domain is 

located. The second dimension is the MCS-level, where the specific process-domain is 

classified into whether it is a management, core, or a support process. The third dimension 

depicts the granularity-level (level of detail) of the domain-process to be designed. 

According to [32], the granularity is structured from level 0 to level 3+, where level 0 

constitutes the process landscape. In the following, the three dimensions specifying the 

domain context are described in more detail and shall provide a foundation for the evaluation 

case study in chapter 5. 

Figure 17 shows the domain context within the three interrelated dimensions industry, 

MCS level, and granularity. 

 

Figure 17 Correlations between the three dimensions of the DF 

– own representation 
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The modeling method engineer should consider the respective application domain to have 

dependencies to each of those dimensions. The domain can be seen as a node within a 

network with links to other domains. This fact can be considered manifold throughout the 

modeling method design process: for collecting domain-specific requirements, for 

determining links to other organizations or departments, for modeling business processes 

and referencing them to related processes or models, to identify conceptual blocks for re-

use, and more. 

Industry  

In chapter 2.2.2, several possibilities to structure industry domains were presented. For 

one, there exist process classification frameworks for general process representation, aiming 

to achieve a “one size fits all” approach. For the other, domain-specific categorization 

schemes have emerged and are constantly updated in order to integrate new process 

concepts6. Using such frameworks to identify the industry of the domain at hand helps to 

identify: 

• Domain-specific concepts 

Roles, necessary classes, and relations can be derived from the framework 

descriptions (e.g. [94] used the SCOR framework by [6] to develop the 

modeling method SIMchronization) to be included in the meta-model. 

• Hierarchical structure 

Most process frameworks are visualized in a hierarchical structure. This layout 

allows to identify possible sub-processes and related processes. Finding links to 

other domains or hierarchical levels helps to avoid errors in the course of 

modeling method design and business process modeling itself. 

• Re-usability opportunities 

Certain processes may appear throughout different industries. This provides a 

starting point for considerations, whether the modeling method or parts of it can 

be re-used in a different company. Examples of such re-usable processes are 

supply chain, maintenance, and finance, among others. 

                                                           
6 E.g. [6] APICS. (2018, 15.02.2019). Frameworks. Available: http://www.apics.org/apics-for-

business/frameworks update their SCOR framework in order to integrate new global standards, qualification 

profiles, or best practices 
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In general, domain-specific process frameworks should be preferred over general process 

frameworks, as they reveal DS concepts in the most accurate way. However, if DS process 

frameworks are not available, general-purpose process frameworks can be used and 

combined with methods to extract DS concepts (one method is described in chapter 4.1.2 

and later used in the case study). 

MCS level 

In order to design a target-oriented modeling method, the hierarchical integration of the 

focused business process has to be considered. This means, that depending on the specific 

hierarchical level, different aspects of the modeling method can be of importance. Different 

approaches towards structuring business processes in a hierarchical way were shown in 

chapter 2.1.1. The distinctions made in the DF hierarchy within this thesis are [cf. 32]: 

• Management process 

Every process contributing to the strategic direction of a company can be 

considered as a management process. This may include competitor analyses or 

budgeting activities. 

• Core process 

A core process accounts for direct value creation of a company. This may either 

be the production of certain goods or the offering of services, for which the 

customer is ready to pay. Most of the DSM languages analyzed within chapter 3 

focus on core processes. However, core processes within one company might be 

a support processes of another, which creates opportunities for re-usability (e.g. 

accounting processes). 

• Support process 

Those processes facilitate the execution of core processes. Examples are HR 

management, IT, or technology development, which again are dependent on the 

specific industry and may be core processes in another. 

In order to design a consistent modeling method, all hierarchical levels should be 

considered, and the processes structured accordingly. This helps to keep track of the process 

importance and may serve as a guideline in the modeling procedure, e.g. to start with the 

modeling of core processes first. As core processes build the foundation of the company´s 

value creation, they should be modeled with priority. 
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Granularity level 

The levels 0 to 3+ stand for an increasing granularity. Level 0 constitutes the process 

landscape and depicts all processes on a high abstraction level within one model. Level 1 is 

the value chain model of the domain-process. On level 2, the main processes are shown with 

their basic steps and decisions. Levels 3 and more7 depict the respective sub-processes, 

which reach until detailed task-level. As a general modeling guideline the modeling method 

engineer should assure to hide complexity and that the domain is well restricted [cf. 60]. 

Therefore, high-quality processes are structured in a hierarchical way to depict only relevant 

information of the specific level. The complexity is hidden by the use of sub-processes. 

Between the different dimensions of the DF, dependencies do exist. Within certain 

industries, the core processes might be the same, whereas in other cases support processes 

(like e.g. IT) might be the core processes of other industries. The granularity dimension 

should be regarded in an integrated way. Moreover, it should be considered, which degree 

of detail is needed for the specific domain needs. 

4.1.1.2 Domain Analysis 

Whereas the domain context describes the external view of the domain, i.e. its location 

among other domains, the domain analysis looks at the intra-domain facets. The goal of this 

step is to gain insights into domain-specific concepts and to assess them in a structured way 

such that they can already be mapped to the respective meta-model concepts. 

The goal of designing a modeling method is to allow for re-use and modularity, which 

contributes to the advantages of domain-specific modeling. The use of DSM rather than 

GPM is shown to improve the productivity, quality, the leverage of expertise, and economics 

within a company [cf. 60]. Therefore, domain analysis contributes to identifying domain-

specific model types and concepts, which provide the opportunity for re-use. In the domain 

analysis, the modeling language consisting of classes and relation classes, and used model 

types is investigated. 

Modeling language 

As discussed in chapter 2.2.1 and analyzed in chapter 3, there exist different levels of 

domain-specificity. Some of the languages investigated are completely domain-specific, 

                                                           
7 Indicated by the + sign for each additional level 
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whereas others build on general-purpose modeling languages extended by domain-specific 

concepts. Considerations for creating a DSBPML can be made on syntactical, semantical, or 

notational level. For a certain domain, one domain-specific modeling method is created, 

which can consist of several domain-specific modeling languages. 

Model types 

During the investigation of DSMLs, the use of different model types resulting from 

requirements analyses was striking. DSMLs for similar domains often have similar model 

types and concepts. This fact shows a significant potential for the re-use of DSML fragments 

in the form of model types. Given a domain-specific modeling language, it can consist of 

several different model types. 

Elements 

To collect the elements used within the DSML, the meta-models of the respective language 

were investigated in chapter 3. The higher abstraction level of meta-models allows for an 

overview of the classes and relation classes used within the language and makes them 

comparable to other languages. An obstacle during the analysis was the absence or 

incompleteness of meta-models, or different approaches towards their representation. It is 

noteworthy to state, that DSMLs based on well-established meta-model standards were 

easier to understand and with less time-efforts. The meta-modeling approaches based on 

conceptual building blocks to represent different model types seem to be the most 

comprehensive. A model type consists of several concepts or elements. Certain concepts can 

be used by several model types at the same time. 

4.1.2 Domain-specific User Stories 

In chapter 3.3, requirements were identified as one of the influencing components of 

domain-specificity. The requirements for developing an applicable and relevant modeling 

method for the specific application domain are determined at design-time. As the analysis of 

the application domain (see chapter 4.1.1) answers the question where, the requirements help 

to specify the meta-models of the three building blocks of the modeling method (language, 

procedure, mechanisms & algorithms) in a next step. Understanding the requirements 

constitutes a necessity to build a modeling method, which will be accepted and is of value 

to the underlying need. Whereas in chapter 2.1.2 several approaches towards requirements 
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engineering were shown, the most suitable in the light of this thesis are user stories, which 

are complemented with the help of additional methods. 

User stories are widely used in agile software development and offer several advantages 

[cf. 99]: 

• They deliver the highest value 

Formulated correctly, user stories help to deliver small and immediate 

deliverables. Compared to traditional approaches, where weeks or months are 

spent to develop one feature, user stories are focused on delivering working 

prototypes frequently. 

• They enhance collaboration 

Due to the minimalistic description of user needs on the story cards, those needs 

have to be grasped in the most exact way. This encourages teams to work 

closely with the customer and therefore avoids misunderstandings in the first 

place. 

• They allow for building blocks of the product 

The incremental and frequent delivery of new features guarantees a constant 

increase of the product value. A deliverable, which is built into the wrong 

direction can be corrected in a timely manner and non-conforming features 

easily omitted. 

• They increase transparency 

User stories, which are visible to everyone, enhance transparency within the 

team and towards the stakeholders. This transparency leads to higher trust in the 

product and depicts priorities and progress. 

• They enhance a shared understanding 

In contrast to traditional development approaches, where documents are handed 

around and not visible to all team members, user stories openly show what is 

expected and how the work is split between the team members. Therefore, the 

focus shifts from a detail orientation to an integrated view of the whole product. 

• They reduce risk 

The risk of delivering a non-working or not accepted product reduces 

considerably, as each sprint produces a working deliverable. The risk is further 



4 Results – the Domain Integration Framework (DIF) 

 

 48 

reduced by the benefits named above, as e.g. collaboration with and 

transparency towards all stakeholders prevent misunderstandings. 

Table 7 shows considerations for writing user stories based on [4]. The annotations on the 

right side of the table show, how these points are adapted to the use of domain-specific 

business process modelling in the light of this thesis. 

Table 7 User stories for domain-specific design 

– own representation 

Components of user stories based on 

[4] 

Adaptation to DSBPM 

Written by the stakeholders This is an essential point when it comes to 

formulating requirements for a domain-

specific business process modeling method, 

as acceptance by the users of the modeling 

method is essential. A focus on the customer 

needs by active collaboration helps to stay 

goal-oriented and design a valid solution. 

“Keep it simple” is the policy when it 

comes to the tool-choice 

Index cards are regarded as the best choice, 

as they have the right size to formulate a 

feature without adding too many details. 

Therefore, they guarantee to stay focused on 

the solution. 

Different types of requirements can be 

addressed 

Within this thesis, the requirements are first 

collected and in a second step clustered 

regarding their belonging. The clustering 

follows the three building blocks of a 

modeling method, namely modeling 

language, modeling procedure, and modeling 

mechanisms and algorithms. 

Indication of the estimated size The estimation of size within this thesis is 

done by the indication of working hours 

needed to implement the respective 

requirement. If for example a certain model 

type needs to be designed and the workload 

is estimated to be three hours, “3” is the 

indication of estimated size. 

Indication of priority Each requirement is rated with a priority. It 

is differentiated between a “must have”, 

“should have”, “could have”, and “won´t 

have” requirement. 
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Inclusion of a unique identifier 

(optional) 

During the collection of user stories, a 

continuous number is added to each new 

requirement. 

Within the DIF, requirements collection by user stories is regarded as the best method, as 

it is user centric, deliverable-oriented, and based on agile methods. The requirements are 

first collected and then clustered according to the three building blocks of a modeling 

method. The results lead to the respective meta-model of each building block, including the 

domain-specific concepts. Whenever necessary, the use of supplementary methods like e.g. 

expert interviews can reveal additional concepts or identify missing requirements and should 

be considered in the requirements engineering process. 

4.1.3 Meta-models of Modeling Method Building Blocks 

The collection and clustering of requirements described in the previous chapter builds the 

base for designing the domain-specific modeling method. The clusters are tailored to the 

three building blocks of a modeling method and provide the domain-specific concepts for 

the meta-model of each block. Those meta-models are based on [67] and described in the 

following. The components, which make a modeling language domain-specific to a high 

extent (see chapter 3) are meta-model and model type. Within the meta-model, the elements 

represent the domain-specific concepts in the form of classes, relation classes, and attributes. 

The model types used were also identified to vary across different domains. Strictly 

speaking, they are part of the meta-model and can be integrated within it but are regarded 

separately due to their importance for domain-specificity. 

For developing a DS modeling method, the modeling method engineer can consider three 

options. The first option is to build a new modeling method from scratch, which fulfills the 

requirements of the respective application domain as accurately as possible. The second 

option is to make use of already existing modeling methods with a fit as high as possible and 

to adapt them by adding or changing individual features. The third option constitutes the 

most time and resource saving one: already fitting modeling methods can be applied to the 

specific application domain without the need of change. This can be achieved as well by 

combining the meta-models of model types. As this option needs the least monetary and time 

resources, it constitutes the preferred one for companies aiming to select an appropriate BPM 

method. Figure 18 depicts the previously described options. 
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Figure 18 Options of modeling method design 

– own representation, icons from [39] and [38] 

There exists a trade-off between the three options described above, which the modeling 

method engineer has to balance in a suitable way. Ideally, as much reusable blocks of the 

meta-models shall be combined in order to achieve a high domain fit. 

4.1.3.1 DIF Modeling Language 

The general modeling language building block was described in chapter 2.4.1 and is shown 

here tailored to the needs of the DIF. The meta-model of the modeling language depicts all 

concepts used within the language and domain-specific concepts are integrated on the meta-

level. Figure 19 shows the meta-model of the DIF modeling language including necessary 

components for domain-specificity. 
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Figure 19 DIF modeling language 

- own representation 

The domain-specific classes identified during the requirements engineering phase are 

integrated within the meta-model and their possible relations are described by relation 

classes. Ideally, the concepts are clustered within distinct model types in order to increase 

readability and comprehensibility. If not all domain-specific concepts are identified by the 

user stories, they can be identified from product specifications, employee knowledge, used 

vocabulary, architecture, existing products, patterns, expert knowledge, or used code, among 

others [cf. 60]. If none of these sources exist, the definition of sample applications is useful. 

The domain knowledge is located within the organization as well as individuals´ memory. 

4.1.3.2 DIF Modeling Procedure 

The modeling procedure defines the steps a process modeler should follow and the 

sequence of model types he or she should use. The modeling procedure can be seen as a 

systematic way to approach BPM and to avoid confusion or forget models. Several 

approaches to proceed with modeling can be utilized: 

• From generic to specific by first identifying the high-level processes and diving 

into deeper detail with the help of sub-processes. 

• From processes of a high hierarchical level to low-level processes. 
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• Starting from core processes, which limits the danger of forgetting crucial parts 

and makes sure, that all other processes are aligned with the most valuable BPs 

of the company. 

The modeling procedure is also domain-specific, as different approaches towards modeling 

might be necessary within different environments. This is shown in below Figure 20, which 

constitutes the meta-model of the DIF procedure. 

 

Figure 20 DIF modeling procedure 

- own representation 

4.1.3.3 DIF Modeling Mechanisms & Algorithms 

The functionality needed within varying domains differs due to diverse key performance 

indicators (KPIs), which are of importance within certain industries and process types. 

Examples for model functionality are simulation, transformation, evaluation, and 

visualization [cf. 57].  

Identifying the needed mechanisms and algorithms requires a good understanding of the 

BPM goal and the domain. A generic to specific functionality description of ADOxx is 

provided in [57]: 
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• SQL generation mechanism and token-based simulations 

• Path analysis, workload assessment, reasoning mechanisms 

• Machine interpretable semantics 

Resulting from the requirements engineering phase of the DIF, functionality needs in the 

form of mechanisms and algorithms are extracted. Moreover, they should be described on a 

meta-level in order to depict the dependencies of inputs and outputs and be understandable 

to the model users. The domain-specific meta-model of the DIF is shown in Figure 21. 

 

Figure 21 DIF modeling mechanisms & algorithms 

- own representation 

4.2 Domain-specific Implementation 

In the previous section, the domain-specific design phase was shown including the domain 

context and analysis by the use of the DF and the creation of a domain-specific modeling 

method on the meta-layer by the use of DS user stories. The outputs of the previous phase, 

the domain-specific meta-models, constitute the input for the following domain-specific 

implementation phase. 
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4.2.1 Linguistic Matching Heuristic 

The output of the previous chapter is a to-be domain-specific design including all needed 

information about concepts and functionalities. Those are captured within the meta-models 

and enable comparability to other meta-models due to the higher abstraction level. Within 

this thesis, a “linguistic matching heuristic” is used to develop a ready-to-use modeling tool, 

which constitutes the output of the implementation phase of the DIF. Expressed by the word 

“linguistic”, the focus lies on the language meta-model with its classes and relation classes. 

The goal is to identify synergies between the domain-specific modeling method and other, 

already existing modeling methods. The different matching possibilities are shown in Figure 

22 and explained in the following. 

 

Figure 22 Matching possibilities 

– own representation, icons from [39], [83], and [49] 

The creation of a new modeling tool requires most time and money resources. The tool is 

developed from scratch without using existing concepts. This involves a high effort as no 

synergies are used. The second possibility is to extend an already existing modeling tool, 

which contains all or almost all concepts required. Those existing meta-model elements are 

then extended by the elements needed on top of the current solution in order to fulfill all 

requirements. A third option is the reduction of existing modeling tools by the elements not 

needed within the domain-specific solution. An already existing implementation could 

include all needed elements but refer to a much wider domain. If the domain under 

investigation is smaller, unnecessary elements have to be removed due to complexity and 

redundancy reasons. In practice, a mixture of all three matching possibilities is required. The 

process of domain-specific implementation can be described as a heuristic, because it 

follows the previously described thought-pattern as a combination of modeling tool creation, 

extension, and reduction. Another possibility is to use algorithmic pattern matching, which 

CREATE

EXTEND

REDUCE
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exceeds the focus of this thesis. It has to be noted, that the heuristic approach requires prior 

knowledge of existing GP BPMLs and DSBPMLs in order to achieve a higher degree of re-

usability. 

4.2.2 Domain-specific Modeling Tool 

After building on the knowledge base about GPMLs and DSMLs and matching model 

types, concepts, and functionalities, the domain-specific modeling tool has to be 

implemented. As described in the previous chapters, the DIF within this thesis relies on the 

ADOxx meta-modeling platform and its provided meta2 model [cf. 34]. The domain-specific 

concepts identified within the design-phase are mapped to the elements of the ADOxx meta2 

model. The major elements are model type, class, relation class, and attribute. For the 

implementation, the extensive ADOxx documentation and tutorial resources provide the 

instructions. The output of the domain-specific implementation phase is the ready-to-use 

domain-specific modeling tool, which constitutes the input for the next step, the domain-

specific modeling phase. 

4.3 Domain-specific Modeling 

During the domain-specific design phase of the DIF, a collection and clustering of 

requirements in the form of user stories led to the conceptualization of a domain-specific 

modeling method on the meta level. This step constitutes a valuable deliverable, as it assures 

visibility to the user groups and serves as a means of discussion and further refinement. Users 

of the DSBPM solution should receive a training and a template specification as a guideline, 

as they are usually non-programmers but domain experts. The modeling method meta-

models can serve as such a training instrument. 

After finishing the DS implementation, the fit between the modeling method and the 

respective target domain is the highest. This fit can get lost, as requirements might show to 

be implemented with an incorrect priority or change over time, or domain-specific concepts 

need to be adjusted in the meta-models. This might lead to a loss in acceptance of the 

modeling method and discontent among the users of the DSBPM tool. Therefore, regular 

checks need to be undertaken by a dedicated team in order to regenerate the fit between the 

modeling method and the domain. This can be done by the mechanisms described in the 

following chapters. 
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4.3.1 Quality Criteria Evaluation 

After the initial design of the modeling method and implementation of the modeling tool, 

the fit to the application domain is high. However, the primarily established fit gets lost in 

the course of time and changing requirements. Therefore, regular re-evaluation is an 

essential part of the DIF. This re-evaluation is made systematically by the assessment of the 

criteria, stated in Table 8. 

For the usage of a domain-specific modeling method it is important to regularly review its 

applicability. The domain-specific requirements as well as the domain itself may change 

over time, so mechanisms for regular quality checks have to be implemented into the 

framework. How the quality of a model is perceived relates to the degree of fulfillment of 

the underlying modeling requirements [cf. 54]. Following quality criteria build the 

foundation for regular re-evaluation checks within the DIF: 

Table 8 Quality criteria collected 

– own representation 

Quality criterion Description 

Requirement re-evaluation In regular, predefined intervals, a re-evaluation 

of requirements needs to be done in order to 

assure the topicality of the modeling method. 

Therefore, a dedicated team ideally consisting of 

the modeling method engineer, the tool 

developer, and the business process modeler 

(user) should come together and take some time 

to re-assess existing requirements and identify 

new ones. 

Usage of elements Elements, which are not used regularly or are 

used ambiguously need to be revised or deleted. 

This assures the relevancy and simplicity of the 

meta-models and keeps acceptance of the model 

users high. 

Usage of model types Infrequent use of certain model types might 

indicate, that they are obsolete. A re-investigation 

based on the underlying requirements should be 

conducted to find an alternative integration of 

elements used within the model type. 

Consistent use If it becomes visible that the modeling method 

is used incorrectly over time, measures need to be 

taken in order to find out the reasons for this 
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inconsistency. Adjustments of the modeling 

method might need to be undertaken in order to 

avoid misguiding use of the modeling method. 

Complexity A measure for evaluating model complexity is 

provided by [71] and described below. 

Complexity can be a metric, which explains bad 

user acceptance or ambiguous method use. In 

general, complexity should be kept as low as 

possible and as high as necessary, to fulfill the 

specific domain requirements.   

Service team A dedicated service team responsible for the 

domain-specific modeling method is essential for 

long-term success. Possible issues with the 

DSBPM method can be sent to the service team, 

questions answered, and trainings coordinated. 

As indicated in Table 8, [71] propose metrics to assess the complexity of modeling method 

components. The authors distinguish between the complexity of interfaces, elements, and 

properties. Properties correspond to attributes in ADOxx and the modified formulas are 

shown below. 

 

Figure 23 Metrics for complexity assessment 

- based on [71] 

Frank and Van Laak [37] propose a framework for quality-evaluation of modeling 

languages. Within their work, they distinguish regarding the degree of formality between 

informal, semi-formal, and formal modeling languages. The use of each characteristic 

depends on the domain and might differ. There exists a trade-off between the simplicity of 

a modeling language and its level of detail. In their approach, [37] suggest the evaluation of 

criteria in the light of the pursued modeling purpose. The evaluation is undertaken on the 

one hand by making qualitative statements about the importance of the respective criterion 

(very important, important, semi-important, less important, unimportant), and on the other 
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hand by assessing its degree of fulfillment (fully fulfilled, well fulfilled, semi-fulfilled, badly 

fulfilled, not fulfilled). In order to visualize the criteria, the authors propose the portfolio-

diagram. Figure 24 depicts an adaptation of this portfolio diagram for the use within this 

thesis. 

 

Figure 24 Portfolio-diagram for the evaluation of modeling language criteria 

– own representation based on [37] 

The ellipses in Figure 24 depict the range of criteria fulfillment, e.g. the blue ellipse on the 

right side of the figure shows that the criterion is fulfilled between good and fully. The more 

an ellipse is located in within the red area in the upper left corner, the more the criterion is a 

knock-out criterion, which makes the modeling language unusable. The different colors of 

the ellipses stand for different modeling languages. 
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4.3.2 Adaptation Log 

During the use of the DSMM, the requirements defined during design-time are likely to 

change, so can the problem domain itself. But not only changing or new requirements lead 

to a need for making adjustments in the DS design - also factors like an improved knowledge 

of the specific domain, improved understanding while implementing and using the solution, 

as well as feedback from other users of the DSMM can induce this need for change.  

In order to confront the issue of changing requirements, the service team mentioned in the 

previous chapter plays an essential role. Such a team should be available for the users of the 

modeling method and be equipped with sufficient authority and expertise to carry out 

changes. The output of the regularly scheduled quality assessment is the adaptation log, 

which serves as an instrument for change request documentation and as a check list for 

conducting the changes on the domain-specific meta-models and the domain-specific 

modeling tool.  



5 Proof of Concept – Automotive Assembly Line Case Study 

 

 60 

5 Proof of Concept – Automotive Assembly Line Case Study 

Following the research approach described in chapter 1.3, the domain under investigation 

is the automotive assembly line. Due to missing information about the detailed business 

processes within a real automotive assembly line, several different sources about automobile 

manufacturing in general and automobile assembly specifically were assessed. For the 

assembly line and general production processes, [92] deliver the base for designing the 

domain-specific assembly process. The goal is to go through all phases of the DIF and design 

a modeling method, which is implemented in form of a modeling tool, the automotive 

assembly line domain-specific language – AAL-DSL. 

The final assembly in the automotive industry is in most of the cases just-in-sequence (JIS), 

e.g. the car seats are provided in the correct order regarding the assembly steps for the 

respective car type. The JIS as well as the just-in-time (JIT) concepts therefore require a 

strong connection between the supplier and the manufacturer. The supplier plants are 

therefore often within a distance of 30 km to the manufacturer [cf. 73, p.343]. Figure 25 

shows the concept of a line assembly, which is the typical form present in the automotive 

industry. 

 

Figure 25 Line assembly 

– own representation based on [73] 

Typically, several work stations are aligned consecutively and are connected by a material 

flow system. The core unit enters the system and gets attachments at every station of the 

flow. Especially in the automotive industry, automation plays a central role. The work on 

modern assembly lines is augmented more and more by the use of robots. 

WA – work aisle

Conveyor belt

IR – industrial robot

WA 2 WA 5

WA 1 WA 3 WA 4 WA 6 WA 7

IR
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Following the approach described within the previous chapters, the case study on the 

automotive assembly line is structured as follows. As described in chapter 4.1, the first step 

is to gain a profound understanding of the domain. Therefore, the domain context as well as 

the domain analysis are conducted to identify process dependencies and boundaries, and to 

gain an understanding of model types, concepts, and functionality, which might be needed. 

Within the domain-specific design phase, domain-specific requirements are collected, 

clustered, and analyzed, building the base for the domain-specific modeling method. The 

second part (see chapter 4.2) constitutes the domain-specific implementation, where the 

meta-models identified within the previous step, are implemented within the ADOxx 

Development Environment. Here, the dynamic as well as the static libraries build the 

foundation to provide needed model functionality. In the domain-specific modeling phase 

(see chapter 4.3), the implemented modeling tool as well as the defined functionality are 

used by the domain experts. Process models and other needed model types are modeled, 

provided with data, and evaluated and simulated on a regular basis. 

5.1 Domain-specific Design 

Within this chapter, the domain of the automotive assembly line is analyzed as described 

in chapter 4.1. This constitutes the first phase of the DIF and provides the necessary insights 

for the domain-specific implementation phase. The goal is to extract all needed model types, 

concepts, and functionality and specify them in meta-models of the modeling method 

building blocks. 

5.1.1 Domain Specification 

Taking the example of an automotive assembly line, a domain-specific scenario is 

described in the following. The final assembly line in the automotive industry still includes 

highly manual tasks. A typical production layout for the automotive domain is a flow 

production with just-in-sequence delivery (JIS) [cf. 92]. The assembly process constitutes a 

core-process of every car manufacturer as it adds significant value to its business. The 

integration of this application domain within the DF can be seen in Figure 26 and is described 

in the following. 
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Figure 26 Domain Framework (DF) of the AAL-DSL 

– own representation 

The above figure summarizes the output of the domain specification after the external and 

internal analysis of the domain. The single steps are described in more detail within the 

following chapters. 

5.1.1.1 Domain Context 

For the domain-specification, the Automotive Process Classification Framework® by [8] 

is used. It uses domain-specific concepts of the automotive industry and provides 

information about management, core, and support processes specific to the automotive 

sector. 

Industry 

The industry can be classified as automotive, as the name of the application domain already 

suggests. Its main business goal is the production of different car models, which consist of 

varying combinations of components and raw materials. Figure 27 shows the industry 

specification within the DF.  
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Figure 27 DF industry specification of the AAL-DSL 

– own representation 

MCS-level 

The automobile assembly, which is the domain under investigation, constitutes a core 

process of automobile manufacturers. In Figure 28, this fact is depicted. 

 

Figure 28 DF MCS level specification of the AAL-DSL 

– own representation 

Figure 29 resembles a collection of management, core, and support processes, which were 

identified as relevant throughout the investigation of the automotive domain. The processes 

are derived from the domain-specific PCF® for the automotive industry. Whereas the PCF® 

only categorizes core and support processes, a further distinction is made to also highlight 

the management processes. 
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Figure 29 The process architecture of the AAL-DSL 

– own representation 

The main process under investigation, the assembly process, is included within point 4.0 

Deliver physical products, depicted in bold letters within the figure. 

Granularity-level 

Including the level 0 process landscape, 4 levels of granularity are needed in order to depict 

the assembly process. The arrow shows the integrated view of all granularity levels, which 

is achieved by the usage of referenced subprocesses. This is shown in Figure 30. 
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Figure 30 DF granularity specification of the AAL-DSL 

- own representation 

Figure 31 depicts the above described granularity of the assembly process in a more 

detailed view. This figure constitutes a first schematic overview of the assembly line process, 

which is investigated in greater detail within the further course of this chapter. 

 

Figure 31 Integrated granularity-levels of the AAL-DSL 

– own representation 

The process landscape constitutes level 0. The referenced process of 4.0 Deliver physical 

products is the process on level 1. Level 2 shows the major production steps, the automobile 

undergoes. The detailed assembly process itself is situated on level 3 within the process 

hierarchy as one of the sub-processes of the production of automobiles. 
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5.1.1.2 Domain Analysis 

As described in chapter 4.1.1.2, the domain analysis aims at investigating the internal 

specificities of the domain. The main goal is to collect needed domain-specific constructs 

within the process, to identify appropriate model types and to find suitable model 

functionality. When it comes to the assembly line process of a car manufacturer, following 

process characteristics are identified in a first brainstorming session. 

Model types 

Following the description of the assembly line process and the structure defined by the 

PCF®, an idea about needed model types can be formed. In order to design a well-

understandable modeling method for this respective domain, a process model is 

indispensable. The BPMN2.0 language could be considered a good starting point, but a mere 

sequence flow not sufficient, as elements representing material flow are needed as well. 

BPMN2.0 also offers the possibility to form sub-processes, which enables the reduction of 

complexity within the extensive processes of automobile production. 

Another essential model type is the process landscape, in which management, core, and 

support processes are depicted as an overview. This should be enhanced further by a working 

environment model type in order to depict the departments as well as roles and performers 

within the company. 

As automobile manufacturers usually assemble several different products, a product 

structure model is needed. Here, the different car models are structured by their peculiar 

components and differences and similarities are shown. 

The previously described model types, which are needed to depict the automotive assembly 

line domain, are summarized in following Table 9. 

Table 9 Summary of model types for the AAL-DSL 

– own representation 

Need derived from domain 

analysis 

Collected model types 

for the automotive 

assembly line domain 

ADOxx applicable 

library 

Need for modeling the 

sequence of activities within 

Process model Dynamic library 
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the automotive assembly 

process 

Need to have an overview of 

all processes and their 

relations 

Process landscape Dynamic library 

Need to view related 

departments and roles 

involved in the processes 

Working environment 

model 

Static library 

Need to see the components, 

the product consists of 

Product structure model Dynamic library 

Elements 

Stakeholders are an integral part of the assembly line process as well as its interconnected 

processes. External partners constitute for example suppliers of the car components and the 

clients of the automobile manufacturer. Important internal roles are the assembly line 

workers, who manufacture the product, and the quality managers checking for correctness 

and quality criteria. 

For handling, transportation, and carrying out difficult tasks, machines and tools are used 

within the process. For one, robots assist humans and carry out activities like painting or 

screwing. For the other, a handling unit is used to transport the heavy product across the 

factory. 

Also, elements representing the evolving car and its components including the storage they 

are kept in are needed. A relation dedicated to material flows increases the understandability 

of the domain-specific modeling language. 

Last but not least, different types of locations are helpful to describe the assembly line 

process, which is done in the form of swim lanes. Departments involved within the process 

can be depicted, e.g. the procurement, quality, and logistics department. 

Throughout the first domain description, the elements summarized in Table 10 are 

identified. In the third column, the mapping to the concepts inherent in the ADOxx meta2 

model is depicted.  
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Table 10 Elements identified by the DF 

– own representation 

Concept 

identified 

Description Mapping to 

ADOxx meta2 

model 

Mapping to 

model type(s) 

Task Tasks resemble the 

sequential steps taken within 

the automotive assembly line 

process, sub-class of 

“__Activity__” 

Class Process model 

Subsequent The order, in which the tasks 

are completed, already 

provided in the ADOxx meta-

model 

Relation 

class 

Process model 

Department Part of the organization, 

which is responsible for a 

specific area and to which 

employees belong to, sub-class 

of “__S_group__” 

Class Working 

environment model 

Performer Is an employee fulfilling a 

specific type of task, sub-class 

of “__S_person__” 

Class Working 

environment model 

Role Is a collection of employees 

fulfilling a specific type of 

task, sub-class of 

“__S_group__” 

Class Working 

environment model 

External 

partner 

Is the generic term for 

business partners outside the 

organization 

Abstract 

class 

Process landscape 

Robot Different from a human role, 

but carries out certain tasks 

within the process 

Class Process model 

Storage A place where raw materials, 

intermediate, and final 

products are stored 

Class Process model, 

product structure 

Machine Needed to conduct tasks 

beyond human capabilities 

Class Process model 

Tool Used by a role to fulfill a 

certain task 

Class Process model 
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Material 

flow 

Sequence in which 

components and raw materials 

are added to the process 

Relation 

class 

Process model 

Information 

flow 

Shows the flow of 

information exchange within 

the process 

Relation 

class 

Process model 

Swim lane Helps to differentiate 

between different areas or 

departments, where tasks take 

place, also for general 

structure 

Class Process model, 

process landscape 

Product Is the final product, i.e. the 

finished car at the end of the 

process 

Class Product structure 

model 

Component E.g. car body, headlights, 

motor 

Class Product structure 

model, process 

model 

Raw 

material 

E.g. paint or screws Class Product structure 

model, process 

model 

5.1.2 Domain-specific Requirements 

In chapter 5.1.1, the foundation for the following section was built by specifying the 

domain context and conducting the domain analysis. As the collection of elements and model 

types within the previous chapter was done by the description of the assembly line process 

in a brainstorming manner, the next step is a profound analysis of requirements. From those 

requirements, the design of the modeling method is derived by specifying the meta-models 

of the modeling language, procedure, and mechanisms and algorithms. 

In the way described in chapter 4.1.2, requirements are collected by formulating user 

stories. The advantages comprise their stakeholder focus, shortness, and the possibility to 

quantify and prioritize them. The requirements collected for the purpose of this case study 

can be seen in Table 12. Table 11 gives an overview of the concepts used to structure, 

quantify, prioritize, and cluster the user stories.  
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Table 11 Key for requirements assessment 

– own representation 

Structure of user stories WHO WHAT WHY 

Point scale for effort (in 

hours) 

1, 2, 3, 4, 5 

Priority scale Must have (M), Should have (S), Could have (C), 

Won´t have (W) 

Cluster Modeling 

language  

(ML) 

Modeling 

procedure  

(MP) 

Modeling 

mechanisms & 

algorithms 

(MM&A) 

The basic structure for the user-story formulation is the specification of requirements by 

the words “who”, “what”, and “why”. User stories are explained more profoundly in chapter 

4.1.2. The effort of implementing the respective requirement is quantified by numbers from 

1 to 5, corresponding to the estimated duration in hours. The priority scale helps to rank the 

requirements according to their importance for the project. The requirements are clustered 

regarding their belonging to the modeling language (ML), modeling procedure (MP), and 

modeling mechanisms and algorithms (MM&A) building block. Requirements, which do 

not specifically belong to one block and are of a general nature, are described by MM for 

“Modeling Method”. 

Table 12 Collected, assessed, and clustered requirements 

– own representation 

ID Requirement / Story Effort Priority Cluster 

1 As a business process modeler, I want to use 

BPMN2.0, because I am used to the language 

and it is easy 

2 S ML 

2 As a business process modeler, I want to have 

an adaptable modeling tool, because 

requirements are likely to change over time 

1 M MM 

3 As the production manager, I want to have an 

overview of the processes in an understandable 

way, because I need to react fast 

3 C 
 

MP, 

MA 
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4 As the production manager, I want to have 

relevant KPIs integrated, because I need a means 

for fast decision-making 

4 M MM&

A 

5 As a domain expert, I want the modeling 

method to have different abstraction-levels, so 

that complexity is reduced  

2 M ML 

6 As a domain expert, I want to see the process 

flow of the assembly line, so that the sequence of 

steps is clear 

3 M ML 

7 As a domain expert, I want to see the material 

flow of the assembly line, so that it is clear, 

which components are needed in which part of 

the process 

4 M ML 

8 As a business process modeler, I want to have 

an instruction for implementing the modeling 

method, so that nothing is forgotten within the 

procedure  

3 M MP 

9 As the production manager, I want to have a 

process simulation mechanism, so that I can 

make better decisions 

5 S MM&

A 

10 As a quality engineer, I want to have a product 

and component overview, so that I can assess 

product quality more easily 

3 C ML 

11 As a business process modeler, I want to work 

in phases with milestones, so that the progress is 

visible to everyone 

1 S MP 

12 As a domain expert, I want to have a language 

representing the concepts I know, so that I do not 

use it ambiguously 

2 S ML 

13 As a domain expert, I want to specify 

quantities and times, so that I can run 

simulations based on that information 

3 M MM&

A 

14 As a method engineer, I want an intuitive 

platform, so that I can manage the modeling 

method 

1 M MM 

15 As a business process modeler, I want to know 

who is responsible for modeling which parts of 

the process, so that the workload is separated 

equally 

1 W MP 
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16 As a method engineer, I want a flexible 

platform, so that I can adapt the modeling 

method to changes 

1 M MM 

17 As a business process modeler, I do not want 

unnecessary elements, because they are out of 

scope and confusing 

2 S MM 

18 As a modeling method engineer, I do not want 

to design a modeling method from scratch but 

build on a fitting solution, so that 

implementation efforts stay as low as possible 

3 S MM 

19 As a modeling method engineer, I want to be 

able to adjust attributes of different classes 

easily, so that I do not need to re-implement the 

whole class 

1 S MM 

20 As a business process modeler, I want to select 

between different modeling views, so that I have 

a predefined set of symbols for different 

purposes 

2 S ML 

21 As a domain expert, I want to have a accessible 

customer service, so that I can get my questions 

answered fast 

4 M MP 

22 As a business process modeler, I want to get 

regular trainings, so that I use the modeling 

method correctly 

3 S MP 

23 As a production manager, I want to assign 

roles to tasks, so that I can oversee 

responsibilities and employee capacities 

4 M ML 

24 As a domain expert, I want an appropriate 

graphical representation, so that the domain-

specific concepts I know are used 

5 S ML 

25 As a method engineer, I want the possibility to 

hierarchically structure classes, so that several 

sub-classes can belong to one class 

4 M ML 

26 As a production manager, I want to specify 

pre- and post-conditions, so that special 

mechanisms and algorithms are triggered in 

certain situations 

4 C MM&

A 
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27 As a business process modeler, I want to be 

able to include text annotations, so that I can 

explain parts of the models in natural language to 

the model users 

2 M MM&

A 

28 As a business process modeler, I want the 

modeling method to be intuitive and relevant, so 

that it is accepted by the domain experts 

2 M MM 

29 As a process analyst, I want to be able to 

conduct a path analysis 

5 M MM&

A 

30 As a process analyst, I want to be able to 

conduct a capacity analysis 

5 M MM&

A 

The above table gives an overview of the aspects, which need to be implemented or 

considered in the modeling method design phase. They serve as a foundation for the 

modeling method design. The following table gives an overview of the concepts, which were 

identified by the user stories in addition to the previous elements from Table 10. 

Table 13 Elements identified by the user stories 

– own representation 

Concept 

identified 

Description Mapping 

to ADOxx 

meta2 

model 

Mapping to 

model type(s) 

Value block Depicts the value chain in the 

process landscape 

Class Process landscape 

Supplier A sub-class of “external 

partner” 

Class Process landscape 

Client A sub-class of “external 

partner” 

Class Process landscape 

Parallel 

gateway 

A sub-class of “__Parallelity__” 

to show parallel sequences of 

tasks 

Class Process model 

Exclusive 

gateway 

A sub-class of “__Decision__” 

to show exclusive sequences of 

tasks 

Class Process model 
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Start A sub-class of “__Start__”, 

showing the beginning of the 

process 

Class Process model 

End A sub-class of “__D_End__”, 

showing the end of the process 

Class Process model 

Merging 

gateway 

A sub-class of “__Merging__”, 

showing the merging after an 

exclusive or parallel process flow 

Class Process model 

Random 

generator 

A sub-class of 

“__D_random_generator__”, to 

describe the distribution 

probability of exclusive gateways 

Class Process model 

Variable A sub-class of 

“__D_variable__”, to describe the 

type and scope of the distribution 

Class Process model 

Tool flow Shows, which tools and 

machines contribute to which 

tasks 

Relation 

class 

Process model 

Association Shows connections between 

process steps and external 

partners 

Relation 

class 

Process landscape 

Sets variable Needed for variable setting Relation 

class 

Process landscape 

Sets Needed for setting the random 

generator 

Relation 

class 

Process landscape 

Is 

component of 

To show, which components 

and raw materials a final product 

consists of 

Relation 

class 

Product structure 

Has role To show the connection 

between roles and performers 

Relation 

class 

Working 

environment model 

Belongs to To show the connection 

between performers and 

departments 

Relation 

class 

Working 

environment model 

5.1.3 Domain-specific Modeling Method 

The modeling method for domain-specific business process modeling of the automotive 

assembly line of a car manufacturer is shown and explained within this chapter. It consists 
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of the meta-models of the modeling method building blocks modeling language, modeling 

procedure, and modeling mechanisms & algorithms. It is based on the analysis techniques 

from above, which helped to derive insights on how the method needs to be built and which 

components are essential for its acceptance by the domain experts as its users. As outlined 

in chapter 2.4, a highly qualitative modeling method does not only consist of a modeling 

language. It is complemented with functionality in the form of mechanisms and algorithms 

on the one hand and its implementation steps are specified in the modeling procedure on the 

other hand. The meta-models for each building block are shown in the following. 

5.1.3.1 Modeling Language 

The meta-model elements for the modeling language building block were derived from the 

Domain Framework as well as the requirements collection and analysis phase. The task of 

clustering the requirements revealed implications for needed classes and relation classes 

within the meta-model. Moreover, the model types required by different stakeholders of the 

modeling method initiative were identified. The meta-models are shown for each model type 

separately and in the end consolidated within one overall meta-model of the modeling 

language building block. Within the single model type meta-models, the elements identified 

within chapter 5.1.1, the domain specification by the DF, are shown in orange. The additional 

elements identified throughout the requirements engineering phase in chapter 5.1.2 are 

depicted in green. This stresses the integrative and evolving nature of the domain-specific 

design phase. 

Figure 32 depicts the meta-model of the model type process landscape. 

 

Figure 32 Process landscape meta-model of the AAL-DSL 

- own representation 
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The goal of the process landscape model in Figure 32 is to provide an overview of the 

high-level processes, to which the automotive assembly line process belongs to. Moreover, 

the process hierarchy shows the external partners contributing to the respective processes. 

Management, core, and support processes are shown by the concept swim lane, which 

contains the value blocks, which represent the high-level processes. The abstract concept 

external partner is comprised of the supplier and client concepts. Those can be connected to 

the value blocks by the relation class association in order to depict deliveries from the 

supplier to the value block or from the value block to the client. 

Figure 33 shows the process model meta-model of the AAL-DSL. The process model 

shows all necessary tasks between the process-start until the process-end in order to 

assemble the automobile. For each granularity level, there exists an own process model, 

which can be referenced from a subprocess. The tasks can be placed in swim lanes in order 

to show their belonging to certain departments or to provide structure. The process sequence 

is shown by the relation class subsequent, which connects the tasks and other process 

concepts like the exclusive and parallel gateways. The concepts random generator and 

variable enable the use of probabilities in case of exclusive paths. This is also valuable for 

the use of the simulation functionalities of the language. 
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Figure 33 Process model meta-model of the AAL-DSL 

- own representation 

The process model (Figure 33) also enables the visualization of machinery and equipment, 

which is used within the process. Here, the concepts of robot, machine, and tool can be 

connected by the relation class tool flow to the process tasks. Each task can send messages 

to the storage, where components and raw materials are stored. This is depicted by the 

relation class information flow, whereas the sending of the materials from the storage to the 

respective task is depicted by a material flow relation. Performers are the human resources 

responsible for executing the tasks. 

The product structure meta-model is shown in Figure 34. As several car types can be 

assembled by the same manufacturer on the same assembly line, a product structure model 

is needed. It shows the raw materials and components, of which the respective car types 

consist of. This is denoted by the relation class is component of. Furthermore, the storage 
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location of the materials can be stated, which is connected by a material flow to the 

components and raw materials. 

 

Figure 34 Product structure meta-model of the AAL-DSL 

 – own representation 

In order to be able to assign tasks to certain performers in the process model, a working 

environment model is needed (see Figure 35). It shows the distinct departments and which 

performers are associated to them by the relation class belongs to. Moreover, several 

performers can share roles, which is denoted by the relation class has role within the working 

environment model. 

 

 

Figure 35 Working environment meta-model of the AAL-DSL 

- own representation 

Figure 36 depicts the complete domain-specific meta-model of the modeling language 

building block. It includes all identified concepts, which are needed in order to model the 

automotive assembly line and its surrounding processes in a suitable way. 
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Figure 36 Complete meta-model of the AAL-DSL 

- own representation 
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The color-scheme of Figure 36 helps to show the distinct model types. Concepts, which 

exclusively belong to the process model are depicted in yellow, those belonging to the 

working environment model in blue, the ones of the process landscape model in green, and 

concepts of the product structure model in red. The concepts, which appear in more than just 

one model type, are colored in orange. Dependencies and connections between the model 

types are shown by dotted lines, e.g. the inter-model reference between the concept value 

block and task and the association executes between the performer and the task. 

5.1.3.2 Modeling Procedure 

The modeling procedure specifies the phases and steps, which need to be undertaken, from 

the starting need for a BPM initiative to the DS modeling tool. In this case, it shows the 

views and responsibilities of the distinct roles within the DIF process and the respective 

tasks, they fulfill. 

The modeling procedure meta-model is depicted in Figure 37. The modeling method 

engineer designs the DS modeling method, consisting of the language, procedure, and 

mechanisms & algorithms. The design of the DS modeling method by the modeling method 

engineer constitutes the first phase of the procedure. The modeling method itself consists of 

the three modeling method building blocks, which need to be designed consecutively. The 

language consists of the DS model types, which further consist of two concepts, namely 

classes and relation classes. For the mechanisms & algorithms part, simulation as well as 

analysis functionalities have to be evaluated, which fulfill the domain needs. The tool 

developer makes use of the developed modeling method and creates the DS modeling tool 

by implementing all concepts and functionalities of the modeling method. For the 

implementation, the ADOxx Development Toolkit is used by the tool developer. After 

successful implementation, the business process modeler, which is the language user of the 

tool, can work with the models and depict the steps and dependencies within the automotive 

assembly line process. Moreover, time, human, and material resources are added to the 

processes in order to enable working mechanisms and algorithms. 
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Figure 37 Modeling procedure meta-model of the AAL-DSL 

– own representation 
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5.1.3.3 Modeling Mechanisms & Algorithms 

The meta-model of the modeling mechanisms and algorithms building block of the method 

demonstrates the relationships between inputs, the analysis and simulation functionalities, 

and the outputs, as depicted in Figure 38. 

 

Figure 38 Modeling mechanisms and algorithms meta-model of the AAL-DSL 

– own representation 

The functionalities needed within the domain-specific BPM method for automotive 

assembly line modeling comprise analysis and simulation capabilities. Necessary inputs, like 

time, costs, and probability are defined within the simulatable process. Those inputs are used 

for the path analysis, capacity analysis, analytical evaluation, and queries. After running 

through the algorithmic functionalities, valuable outputs for management and operations are 

generated. For example, the total cycle time for different time units (week, month, year) can 

be assessed and costs for single workers, roles, or departments evaluated. 
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5.2 Domain-specific Implementation 

This chapter showcases, how the meta-models of the modeling method from the previous 

chapter are implemented. The result of the implementation phase is a ready-to use modeling 

tool, namely the automotive assembly line domain-specific language (AAL-DSL). 

5.2.1 Linguistic Matching Heuristic 

The linguistic matching heuristic described in chapter 4.2.1 is used on the automotive 

assembly line domain within this chapter. The output of the domain-specific design phase, 

the modeling language meta-models of the different model types, is translated into the 

domain-specific modeling tool by using the linguistic matching heuristic. Aiming at 

identifying synergies and reusable parts, already existing meta-model concepts of general-

purpose as well as domain-specific modeling languages are mapped to the concepts of the 

automotive assembly line language. 

Table 14 Matching heuristic applied 

– own representation 

Model type Concept Matching BPML Matching concept 

Process 

landscape 

Value block IBPM Process 

Process 

landscape 

Supplier - - 

Process 

landscape 

Client - - 

Process 

landscape 

Association UML Association 

Process 

landscape 

External partner IBPM External partner 

Process 

landscape, 

process model 

Swim lane BPMN2.0 Swim lane 

Process model Task BPMN2.0 Task 

Process model Tool SIMchronization Equipment 
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Process model Robot - - 

Process model Machine IBPM Machines & tools 

Process model Parallel gateway BPMN2.0 Parallel gateway 

Process model Merging 

gateway 

- - 

Process model Exclusive 

gateway 

BPMN2.0 Exclusive gateway 

Process model Start event BPMN2.0 Start event 

Process model End event BPMN2.0 End event 

Process model Variable IBPM Variable 

Process model Random 

generator 

IBPM Random generator 

Process model Subprocess BPMN2.0 Subprocess 

Process model Subsequent BPMN2.0 Sequence flow 

Process model Sets variable IBPM Sets variable 

Process model Sets IBPM Sets 

Process model Information flow BPMN2.0 Message flow 

Process model Tool flow - - 

Process model Material flow IBPM Parts flow 

Process model, 

product structure 

model 

Component SIMchronization Component 

Process model, 

product structure 

model 

Raw material - - 

Process model, 

product structure 

model 

Storage IBPM Buffer 

Product 

structure model 

Product SIMchronization Item 
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Product 

structure model 

Is component of UML Generalization 

Working 

environment 

model 

Performer IBPM Performer 

Working 

environment 

model 

Department IBPM Organizational unit 

Working 

environment 

model 

Role IBPM Role 

Working 

environment 

model 

Has role IBPM Has role 

Working 

environment 

model 

Belongs to IBPM Belongs to 

An example for the use of each linguistic matching heuristic is given in the following.  

Concepts, which could not be identified in other existing modeling languages, need to be 

created. An example is the class “Robot” and the heuristic matching depicted in Figure 39. 

 

Figure 39 Linguistic matching heuristic – create 

- own representation, icon from [39] 

An example for the extend matching heuristic is the need for a material flow in addition to 

the standard BPMN2.0 process model. This is depicted in Figure 40.  
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Figure 40 Linguistic matching heuristic – extend 

- own representation, icon from [83] 

In above Table 14, quite often similarities to concepts from the modeling language IBPM 

[15] were identified. However, the IBPM language is far too extensive for the purpose of 

modeling the automotive assembly line. Therefore, reduction is applied as can be seen in 

Figure 41. 

 

Figure 41 Linguistic matching heuristic – reduce 

- own representation, icon from [49] 

Because this process is a heuristic and requires prior knowledge of the problem domain, 

some elements might not be identified within existing languages. The goal is to find as many 

fitting concepts as possible. 

5.2.2 Domain-specific Modeling Tool – Automotive Assembly Line DSL 

(AAL-DSL) 

The automotive assembly line domain-specific language (AAL-DSL) was implemented in 

the ADOxx Development Environment following the analysis of the previous chapters. 

Table 15 shows the graphical representation and the associated attributes of each concept. 

The detailed tree structure exported from ADOxx is not shown here due to the extensive text 

length. The tree structure of the dynamic library is listed in Appendix B. Appendix C shows 

the tree structure of the static library.  
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Table 15 Concepts of the AAL-DSL 

– own representation 

Model type Concept Graphical 

representation 

Attributes 

Process 

landscape 

Value block 

 

Name, referenced 

process, display name 

and reference, order 

Process 

landscape 

Supplier 

 

Name, description 

Process 

landscape 

Client 

 

Name, description 

Process 

landscape 

Association  Name 

Process 

landscape 

External partner Abstract class None 

Process 

landscape, 

process model 

Swim lane 

 

Name, color, 

alignment 

Process model Task 

 

Name, execution 

time, waiting time, 

resting time, transport 

time, costs, performer 

Process model Tool 

 

Name 

Process model Robot 

 

Name 
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Process model Machine 

 

Name 

Process model Parallel gateway 

 

Name 

Process model Merging 

gateway 

 

Name 

Process model Exclusive 

gateway 

 

Name 

Process model Start event 

 

Name, quantity, time 

period, process 

calendar, tolerance 

waiting time, abandon 

after tolerance waiting 

time 

Process model End event 

 

Name 

Process model Variable 

 

Name, variable time, 

variable scope 

Process model Random 

generator 

 

Name, value 

Process model Subprocess 

 

Name, referenced 

subprocess, order, 

description, 

aggregated execution 

time, aggregated 

waiting time, 

aggregated resting 

time, aggregated 

transport time, 

aggregated costs 
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Process model Subsequent  Transition condition, 

transition probability, 

visualized values, 

comment 

Process model Sets variable 
 

None 

Process model Sets  None 

Process model Information flow  Name 

Process model Tool flow  Name 

Process model Material flow  Name 

Process model, 

product structure 

model 

Component 

 

Name 

Process model, 

product structure 

model 

Raw material 

 

Name 

Process model, 

product structure 

model 

Storage 

 

Name 

Product 

structure model 

Product 

 

Name 

Product 

structure model 

Is component of  None 

Working 

environment 

model 

Performer 

 

Name, hourly wages, 

personnel costs, 

availability, calendar, 

capacity, workload, 

info on results 
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Working 

environment 

model 

Department 

 

Name 

Working 

environment 

model 

Role 

 

Name 

Working 

environment 

model 

Has role  None 

Working 

environment 

model 

Belongs to  None 

5.3 Domain-specific Modeling 

After successful completion of the implementation phase, this chapter deals with the 

modeling of all needed processes and the usage of the developed AAL-DSL. This phase is 

usually done by the domain experts – the users of the DS modeling tool. Here, the previous 

work enters the test phase and it gets clear, whether all needed concepts and functionalities 

were considered. 

5.3.1 Models of the AAL-DSL 

In the following, the models of the automotive assembly line domain-specific language are 

shown and described. Moreover, results of the DS analysis and simulation are shown. Figure 

42 depicts an overview of all models, which were implemented by using the AAL-DSL. The 

green circles show the process landscape on level 0 and the process models on the granularity 

levels from 1 to 3. These process models are linked to each other by process references 

within each model, which lead to the next, more detailed process level. The orange circles 

show the product structure model (PS) as well as the working environment models (WE). In 

the further course of this chapter, all model types are depicted and described separately and 

in greater detail. 
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Figure 42 Model overview 

- own representation 
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The process landscape model of the AAL-DSL is shown in Figure 43. The structure is 

derived from the industry-specific PCF ® for the automotive industry [8]. The numbers in 

front of the process steps signify the sequence of the value blocks as proposed within the 

PCF®. 

 

Figure 43 Process landscape L0 

- own representation, process based on PCF® [8] 
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The swim lanes within Figure 43 structure the process value blocks into management, core, 

and support processes. Management processes within the automotive industry are strategy 

development, asset and risk management, and the management of financial resources and 

business capabilities. The core processes resemble all activities, which directly create value 

for the company and are essential for its financial success. This includes the development of 

new products, their marketing, production, and delivery to the clients. Also, services offered 

in this context are considered as core processes. Support processes of a car manufacturer are 

customer service, human resource management, IT, and partner management. As the focus 

within this proof of concept lies in the core process of modeling the automotive assembly 

line, the inter-model reference can be seen from the value block 4.0 Deliver physical 

products. Here, also associations to external partners of this process step are shown. On the 

left hand-side, three suppliers of the car manufacturer are depicted, which deliver 

components for the process. On the right hand-side the car seller as the client, to which the 

final product is delivered, is shown. 

Figure 44 shows the level 1 process model, which is referenced by the value block 4.0 

Deliver physical products in the process landscape. It shows the three major tasks of parts 

and materials procurement, production, and sales & distribution. The departments, in which 

these tasks are undertaken are depicted by swim lanes.  A referenced sub-process is 

graphically symbolized by the plus sign of the step production. 

 

Figure 44 Process Model L1 

- own representation, process based on [92] 
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Referenced in the level 1 process Production, the process model on level 2 is shown in 

Figure 45. 

 

Figure 45 Process Model L2 

- own representation, process based on [92] 
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Figure 45 shows the process of producing an automobile, as described in [92]. The swim 

lanes in the model help to structure the components of the process. The swim lane, in which 

the process steps take place, is the production department of the car manufacturer. Here, the 

subsequent tasks from start until the end are shown. The steady process flow indicates, that 

the car manufacturer uses a production line, in which the components are delivered JIS. 

Component and raw material delivery for the respective process tasks are shown by the swim 

lane components & materials in combination with material flow relations. A third swim lane 

is used to show the equipment & machinery, which is needed within the different production 

steps of the automobile. For the purpose of a good process-overview, the tool flow is 

illustrated, too. It shows, in which process tasks the respective machines, robots, and tools 

of the car manufacturer come to use. The assembly process is referenced in the next level, 

as indicated by the plus sign in the graphical representation if the task assembly. 

Following the process reference from the previous level 2 process, the assembly process 

of the automobile is presented in greater detail in Figure 46. The focus is set on this process, 

as this constitutes the domain of interest within this thesis. Due to two different car models 

being produced within the company, an exclusive gateway resembles the discrete 

distribution of cars with a sunroof versus cars with a panoramic roof. Around 70% of the 

cars are built with a panoramic roof, whereas around 30% are built with a sun roof. As in the 

previous model, a swim lane is used to depict the assembly process. By using the attribute 

definition in the notebook of each task, information about the execution, waiting, resting, 

and transport time as well as the associated costs of the task are fed into the process. 

Moreover, the performer of the respective task is referenced from the working environment 

model. By providing this information, the analysis and simulation functionality of the AAL-

DSL is enabled. The performers referenced within the tasks of the automotive assembly line 

process are assisted by an assembly robot. It is placed in the machinery & equipment swim 

lane and connected to the respective tasks by a tool flow relation. The components and raw 

materials are added to the tasks JIT. This fact is indicated by the blue material flow, which 

connects the components & materials swim lane to the process steps. Furthermore, the 

warehouse swim lane shows the storage, from which the respective materials are delivered 

in-house. As within this process, all materials are semi-finished, they come from the storage 

for A-category components. 
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Figure 46 Process Model L3 

 - own representation, process based on [92] 



5 Proof of Concept – Automotive Assembly Line Case Study 

 

 97 

Figure 47 shows the working environment associated with the process 4.0 Deliver physical 

products. It shows the departments involved, which were shown as swim lanes in Figure 44. 

The performers, which are referenced in the process tasks of Figure 46, are connected to the 

respective department by a belongs to relation. What is more, the notebooks of the 

performers allow to add working times, wages, and availability by the attribute definition 

within the implementation phase of the AAL-DSL. The provision of this information is also 

needed in order to permit the simulation and analysis functionalities of the language. Roles, 

which can be shared by several performers, are connected by the relation has role. 

 

Figure 47 Working Environment Model 

- own representation 

Within the automotive assembly process, two distinct products are produced, one being a 

convertible and the other one a car with a panoramic roof. These are shown in the product 

structure model in Figure 48. As the car manufacturer uses as many synergies as possible, 

most of the parts are the same for both product types. The only difference is the roof, as the 

convertible needs a sun roof, whereas the panoramic car needs a panoramic roof. There exist 

three types of storages at the car manufacturer, which are divided into A-category 

components, B-category components, and C-category components. 
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Figure 48 Product Structure Model 

- own representation 
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In order to enable the simulation and analysis of the processes, the activity times and costs, 

as well as the performing role in the working environment have to be defined within the 

notebook of each process step. Figure 49 shows the task procurement as an example. The 

mere execution time for all procurement activities is assumed to be approximately 10 days. 

The waiting time, which results from awaiting replies and document handover tasks is stated 

with around 20 days. Resting time specifies the time, the task is ready to be proceeded but 

delayed in the responsibility of the own performers. The transport time is assumed to be 8 

days. The costs for the whole procurement process are assumed to be € 12.000. It has to be 

stated, that due to restricted domain-knowledge and information sources, the times and costs 

are of an indicative nature and are not exhaustive. 

 

Figure 49 Definition of task parameters 

– own representation 

As part of the analysis, the query enables the collection and overview of selected objects 

and processes. The result of a query collecting all objects of class “Task” of all models can 

be seen in Figure 50. As the query was executed on the level 1 process 4.0 Deliver physical 

products, all elements of class task are shown in a hierarchical manner. 
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Figure 50 Query results 

- own representation 

The analytical evaluation results of the automotive assembly line process are shown in 

Figure 51. With 170 workdays per year and 8 working hours per day, the execution time in 

working days and the cycle time is calculated. For the overall process 4.0 Deliver physical 

products, the total cycle time amounts to around 84 days and costs of approximately € 22.100 

per produced unit.   

 

Figure 51 Analytic evaluation results 

- own representation 

Figure 52 depicts the path analysis results for path number 1 (sun roof car variant) and path 

number 2 (panoramic roof car variant). The path probability resembles the ratio of the 

product convertible and the product panoramic to total car production, respectively. 30% of 
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the cars are of type convertible and need to be built with a sun roof, whereas 70% are 

panoramic cars, which need a panoramic roof. The path analysis shows the resulting 

probability with 1.000 simulations as well as the expected times and costs for each path. 

 

Figure 52 Path analysis results 

- own representation 

Figure 53 shows the overall expected value of the execution time, waiting time, resting 

time, transport time, cycle time, and costs after running 1.000 simulations. 

 

Figure 53 Simulation results path analysis 

- own representation 
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The capacity analysis results are shown in Figure 54. It shows the work-capacity per 

assigned worker per task and gives an overview of their respective workload. 

 

Figure 54 Capacity analysis results 

- own representation 

The above shown and described model types and functionalities aim at giving an overview 

of the AAL-DSL to the reader. The domain-specific modeling tool fulfills the requirements 

derived within the domain-specific design part of this proof-of-concept. It can be used to 

further define the processes within a car manufacturing company and depict and simulate 

times and costs in order to identify process bottlenecks and introduce optimization 

initiatives. 

5.3.2 Quality Criteria and New Requirements 

The fit between the modeling method and the domain of automotive assembly process 

modeling is the highest at completion of the DS implementation phase. At this point, a 

regular re-evaluation needs to be scheduled in order to keep the modeling method and tool 

up-to-date and to retain its usability and acceptance by the domain experts as its users. The 

quality criteria defined in chapter 4.3.1 are a useful tool for guiding the re-evaluation. 

When it comes to complexity assessment of the AAL-DSL, Table 16 summarizes the key 

findings for the respective model types. For the assessment, the formulas by [71] were 

modified as explained in chapter 4.3.1. The complexity within the table is denoted by the 

letter C. Interface represents the number of relations and constraints, but as there are no 

constraints defined within the AAL-DSL, merely the relations are counted. Element 

complexity is derived by the number of modeled elements within the respective model and 
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attribute complexity by the sum of attributes, which specify the elements and relations. The 

overall complexity is the sum of the three previous metrics. 

Table 16 Complexity assessment of the AAL-DSL 

– own representation 

Model type 𝑪𝒊𝒏𝒕𝒆𝒓𝒇𝒂𝒄𝒆 𝑪𝒆𝒍𝒆𝒎𝒆𝒏𝒕 𝑪𝒂𝒕𝒕𝒓𝒊𝒃𝒖𝒕𝒆𝒔 𝑪𝒐𝒗𝒆𝒓𝒂𝒍𝒍 

Process landscape 4 21 68 93 

L1 process model 4 8 37 49 

L2 process model 23 27 74 124 

L3 process model 50 30 92 172 

Working 

environment model 

11 12 32 55 

Product structure 

model 

36 26 26 88 

For counting the relations, elements, and attributes of the respective model types, the query 

functionality of the AAL-DSL was of use, as shown in Figure 55. 

 

Figure 55 Queries for complexity assessment 

- own representation 

In the query dialogue, information on relations, elements, and attributes can be selected, 

either in combination or alone. The selection is then displayed in the results window, as on 
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the right side of Figure 55. The data collected in Table 16 can be seen in Figure 56 as a 

graphical representation. 

 

Figure 56 Complexity assessment of the AAL-DSL 

- own representation 

The figure reveals the overall complexity of each model type by the absolute height of the 

bar. C(interface) consists only of the number of relations within the model, as no constraints 

are defined. It can be seen, that the attribute complexity has the highest share within each 

model. 

These analyses taken in isolation do not reveal insights into a rating of the AAL-DSL. An 

assessment gets possible in the presence of another DSBPM language, when complexity can 

be compared. Or, if changes are applied to the AAL-DSL in the course of time, the change 

in complexity can be evaluated. 

Based on the requirements assessment by user stories (see chapter 5.1.2) and the resulting 

clusters modeling language, modeling procedure, modeling mechanisms & algorithms, and 

modeling method, Figure 57 shows a portfolio-diagram for quality assessment of the AAL-

DSL. 
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Figure 57 Quality assessment portfolio-diagram of the AAL-DSL 

– own representation based on [37] 

The portfolio-diagram represents a qualitative grading of the four clusters regarding their 

importance and degree of fulfillment. The concepts of the modeling language including 

classes, relation classes, and attributes are seen to be very important and well fulfilled in the 

light of the requirements. The modeling method in general, including non-functional 

language requirements and requirements concerning the meta-modeling platform is also seen 

to be located in the green area of the diagram. Modeling mechanisms & algorithms are 

capable of expansion, as the main functionality at the moment comprises the analysis and 

simulation of times, costs, and capacities. As an extension, the addition of material usage 

and availability could constitute a valuable functionality. The modeling procedure is not seen 

as important as the other clusters due to the existence of only four model types. In case of a 

language extension, the modeling procedure might gain importance. 

It is emphasized, that the establishment of a service center dedicated to managing and 

adjusting the modeling method is a crucial quality criterion. What is more, is the specifically 

expressed user-need for a service center, as communicated within the user stories of the 

requirements elicitation part (see chapter 5.1.2). This service center plays a central role 

within the re-evaluation of the modeling method. Of importance is, that regular points of re-
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evaluation are scheduled on the one hand, and demand-based changes within the modeling 

method are enabled on the other hand.  

5.4 Limitations of the Proof of Concept 

In the previous chapters of the proof of concept section of this thesis, a domain-specific 

business process modeling method for automotive assembly line modeling was designed, 

implemented, and used. Following the Design Science Research approach introduced in 

chapter 1.3, the case study constitutes the proof of the DIF artifact. By completing this 

approach, the practical validity of the DIF is proven within the context of this thesis. The 

goal to derive a suitable modeling tool by applying the DIF was achieved. However, some 

final annotations regarding possible limitations of the proof of concept are stated in the 

following: 

• Limited domain knowledge 

Due to the restricted scope of this thesis regarding time and effort, it is not 

possible to grasp the exhaustive complexity of an automotive assembly line. In a 

complete project, several human resources would be required, and the 

involvement of domain-experts would be indisputable. The goal within this 

thesis was, to gain sufficient domain knowledge throughout the analysis phase in 

order to be able to demonstrate the DIF in a meaningful way.  

• Limited data 

The domain-specific data for the knowledge base within this thesis was collected 

from freely accessible resources. Among those were books, papers, websites of 

car manufacturers, and common knowledge of the author. However, especially 

the automotive industry is a highly protected one when it comes to best practices 

and process organization. Therefore, company-specific information was not 

readily accessible and could not be included.  

• Limited time 

Another limitation of the proof of concept is the timeframe within this thesis, 

which was possible for the implementation. As the proof of concept constitutes 

only one part within this master´s thesis, the time-resources allowed a fast and 

sufficiently precise solution. This fact builds on the principles of agile software 

engineering, to build a working solution with every increment. The current state 

of the modeling tool can hence be seen as an interim result of the full solution. 



6 Conclusion and Future Outlook 

 

 107 

6 Conclusion and Future Outlook 

The work at hand contributes to the research field of domain-specific business process 

modeling. Based on a profound literature review, analysis techniques, and the Design 

Science Research methodology, the Domain Integration Framework (DIF) was developed. 

The DIF serves as a life-cycle model for systematic development of domain-specific 

business process modeling methods. In contrast to general-purpose business process 

modeling languages, domain-specific approaches require a profound understanding of the 

respective application domain in order to integrate domain-specific concepts into the BPM 

method. Even though this implies more work in the design phase, the resulting BPM tool is 

more likely to express the concepts specific to that domain and therefore increases 

acceptance among the language users.  

The following SWOT analysis summarizes the internal strengths and weaknesses of the 

DIF as well as its external opportunities and threats. The analysis reflects the key learnings 

of deploying the DIF throughout the case study part of this thesis. The focus is set on the 

research objectives of this thesis (see chapter 1.2). 

Strengths 

Meta-modeling platforms like ADOxx enable flexible BPM language definition and 

maintenance and therefore constitute a powerful tool for domain-specific BPM. The DIF 

constitutes an artifact developed by following the Design Science Research methodology. 

Its applicability was tested on a case study on an automotive assembly line. A focus was set 

specifically on the use of agile methods in the field of IS. Examples of agile methods used 

within the DIF are the AMME approach and the formulation of user stories for requirements 

elicitation, as they are used in agile software development. The DIF can be seen as a life-

cycle model for the creation of DSBPM languages as it shows a possible way to approach a 

modeling method design initiative for a specific application domain. Moreover, it includes 

the dynamic aspects of changing requirements and proposes quality criteria for testing the 

actuality of the modeling method. It serves as an orientation for the modeling method 

engineer on how to approach a DSBPM initiative. Throughout its different phases, it 

proposes methods and highlights focus points. 
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Weaknesses 

Although the DIF can serve as a valuable guideline for domain-specific modeling method 

design and maintenance, it does not claim to have universal validity. This is due to its 

restricted proof of concept, which was done only for one domain application. Further 

application-tests are necessary to find out under which circumstances the DIF is valid and to 

examine its boundaries. Even though the DIF contributed to design a valid DSBPM method, 

a lack of real data and consultation possibilities with domain experts resemble a weakness. 

In order to improve the significance of the DIF, the cooperation with a real company would 

help to test its applicability within a real project. 

Opportunities 

The DIF can contribute to the business process modeling community as a life-cycle model, 

which provides guidance and a set of tools in order to include domain-specific concepts into 

the modeling language. Moreover, it can serve as a starting point for further investigation. 

Due to its modular structure, the tools within the phases could be modified or replaced by 

other methods, for instance the user-stories could be replaced with another method for 

requirements engineering. Moreover, the linguistic matching heuristic offers a potential for 

a more automated approach. A collection of existing language concepts could be provided 

for different domain applications, which would simplify the matching process. 

Threats 

Upon completion of this thesis, there also exist threats relating to the DIF. For one, the 

framework itself and the proof-of-concept are platform dependent, as all design-

considerations and implementations were done on the ADOxx meta-modeling platform. The 

re-use potential of the DIF on other platforms is therefore questionable. Also, several 

literature sources regarding domain-specific language design exist, which are not tailored to 

BPM but provide their own design and implementation schemes. The DIF has to be 

positioned clearly as an instrument for DSBPM. What is more, the analysis of DSM 

languages as well as the linguistic matching heuristic are of a qualitative nature and highly 

rely on the knowledge and assumptions of the author.  

To sum up the previous points, the DIF made a contribution towards a common 

understanding of domain-specific business process modeling and discloses a possibility to 
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approach design, implementation, modeling, and maintenance of DSBPM in a systematic 

way. 

Future research in the scientific field of DSBPM is promising, as domain-specific 

approaches enable the inclusion of concepts, rules, and functionalities, which are valuable 

for a more adequate representation of the respective domain. This is enabled by meta-

modeling, which lifts language definition to a higher level of abstraction. Here, future 

research can further investigate the opportunities of defining and integrating domain-

specificity on the meta-layer. The work at hand has provided a first step towards 

considerations on that topic. Another focus of this research field is an analysis of further re-

usability potential. Within this thesis, re-usability potential is seen in the model types as well 

as concepts of existing DSM languages. Further research can be done on the boundaries of 

this re-usability and a concept of a systematic approach towards it. 
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Appendix A 

The quality criteria suggested by [37] are the following: 

Criterion Manifestation 

General criteria 

Formal criteria 

Correctness and completeness Syntactically unambiguous identification of incorrect models 

  Semantically unambiguous identification of incorrect models 

  It is possible to model all needed models with the existing language 

resources 

Uniformity and non-redundancy Similar representation of similar concepts within the language 

  Information does not need to be filed redundantly within the model 

Re-usability and maintainability Processes can be combined into classes 

  Ability to hide information 

  Generalization and specialization is possible 

User-oriented criteria 

Simplicity The model is not overloaded, i.e. is uses exactly the needed number 

of symbols 

  Little rules are sufficient for language-use 

Comprehensibility and clarity The terminology used within the ML corresponds to the domain-

specific concepts of the application domain 

Usage-oriented criteria 

Powerfulness and adequacy All relevant aspects are depictable with the ML in a sufficiently 

detailed way 

  The user is not forced to model or read unnecessary information 

Operationalization The ML uses concepts relevant to the software context, e.g. object-

orientation 

  Ability to generate workflow-schemes from the model 

  Possibility to annotate data relevant to the business context 

  The language provides concepts for the creation of simulation models 

BPM-specific criteria 

General criteria for BPML 

Abstraction-levels Single process- and resource- instances can be distinguished 

  Process-types can be modeled (intentional class-concept) 

  Different process-instances can be summarized into sets (extensional 

class-concept) 

Flexibility and adaptability The language can be extended by stereotypes 

  An amount of process-types is already provided 

  New language elements can be added via meta-language 

Support of different views Processes can be decomposed and the decomposition can be depicted 

graphically 

  Relations between process-types can be depicted 
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  Processes are depictable in different degrees of detail 

General concepts for BPM 

Processes Criteria affecting the process-start can be modeled 

  Results existing after the process-end can be modeled 

  The run-time duration of the process can be defined 

  Costs can be mapped to the process 

  If a process is not further decomposable, text annotations for 

sufficient description can be added 

  Formal specification of a non-decomposable process function is 

possible 

  Critical success-factors can be mapped to the process 

  Processes can be aggregated and the cardinality specified in this 

context 

  Through a “used”-relation it can be shown, which processes are 

needed for a correct processing of a certain process 

  Similarity-relations are used to identify similar processes 

  There exists a concept for identification of process-instances 

Events The concept of “event” is supported by the ML 

  There is a predefined number of event-types, e.g. different temporal 

events 

  Different events can be connected logically to each other 

  There can be specialized relationships between event- types 

  Like with processes, similarity-relations can be depicted 

  Additional annotations to event-types are allowed (formal, semi-

formal, non-formal). For formal annotations, an appropriate language 

is available 

Modeling of business concepts 

Goal-modeling Goals can be mapped to processes in a natural way 

  Process-goals are specifiable also semi-formally 

  Different goal-typed are predefined and accessible via goal-

categorization 

  Goal-types can be user-defined 

  Relations between goals can be specified, e.g. independency, 

concurrency, complementarity, contradiction, and “is upper-level 

goal” 

  Relations between goals can be defined according to the context 

  Goals can have a state (degree of goal attainment), for which a 

calculated function can be defined 

Resource modeling From the process-model associations are possible to the resource-

model 

  Different categories of resources are alredy defined 

  Resource-types can be user-defined 

  Costs resulting from resource-usage can be mapped to the resource in 

different ways, e.g. per time-unit, per unit of material 

  Resources can have correlating relations, e.g. substitutional, usage, 

specialization, aggregation 

Modeling of the static 

organization 

The static organization can be modeled in the ML 
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  There exist different relationship-types between organizational 

entities, e.g. “is entitled to issue instructions”, “is part of” 

  Relations between entities cannot only be depicted 1:1and 1:n, but 

also n:m 

  Single posts can be described via profiles 

  There exist pre-defined types of organizational entities, e.g. main 

department, department, group, post 

  The graphical representation of the organization corresponds to the 

official organigrams 

Modeling of roles Complementary to organizational-units, executing roles can be 

mapped to processes 

  Roles can be associated to organizational entities of the static 

organizational model 

Interorganizational processes Sub-processes, which are undertaken by external entities, can be 

labeled as such 

  The PML enables the modeling of interfaces and protocols 

  Standard interfaces and protocols already exist 

  For logistical processes, the means of transportation can be defined 

  Specific exceptions can be modeled and processes for exception-

handling be defined, e.g. breakdown of a communication link 

Control structures 

Sequence Any number of process parts can be arranged in a linear order. Their 

succession is represented by appropriate graphical representation, e.g. 

arrows 

Conditions and rules The language allows to depict process procedures by the definition of 

“if, then” rules 

  For the definition of conditions, a formal language can be used 

Alternative sequences A process can be split into any number of alternative paths 

  To each alternative path, probabilities can be added in order to 

specify the probability, with which the alternative is taken within the 

process 

Parallelism Real-parallel sequences can be defined within the process 

Concurrency Concurrent processes can be defined within the process 

  There is an explicit distinction between parallelism and concurrency 

Abstraction of sequences A sequence of sub-processes can but does not have to be defined. 

Instead, it is allowed to name several sub-processes, of which one or 

any number can run in any sequence 

Repetitions Process-parts can be run repetitively (iteration) 

  The number of iterations can be set by a number 

  The number of iterations can be set by rules 

Synchronization of processes It can be defined that a process can only start once one or several 

other processes are completed 

  It can be defined whether the still running processes in the above case 

terminate or not 

Transactions A process can be labelled as a transaction 
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Exceptions 

Processes can be associated with 

exceptions 

  

To every exception-type, a 

counter-measure can be 

associated, e.g. in the form of 

another process 

  

Integrity conditions 

Cardinalities For all relations within the model, cardinalities can be defined 

  For depicting cardinalities, a min-max-notation is used 

Pre-conditions The language allows a specification of pre-conditions, which have to 

be fulfilled in order to start the process 

  An exception-type can be added 

Post-conditions Post-conditions state, which conditions have to be fulfilled after the 

completion of the process   

  An exception-type can be added 

Process-type invariants The language allows a definition of process-type invariants 

  An exception-type can be added 

Support of the development of information systems 

Integration with IT abstractions Entities of an associated data model can be referenced from the 

process model 

  Objects, classes, attributes, and methods from an associated object-

model can be referenced from the process model 

Support of the usage of WfMS Software applications and editable data are allocated to the individual 

processes as needed 

  The process-specification should be exportable in a format, which 

can be read by WfMS 

Support of individual adjustments 

The symbols used within the 

language are exchangeable 

  

Libraries of domain-specific 

symbols exist 

  

Criteria for the evaluation of 

learnability of the BPML 

  

Documentation 

General criteria The ML is prepared in a didactically appropriate way 

  The documentation contains all language-symbols as well as all 

possible syntactical constructions 

  The use of the language is demonstrated by examples 

Differentiation between different 

user-groups 

There exist different pieces of documentation for different user-

groups, e.g. software engineers, organizers 

  For each user-group, goals are specified, which can be reached by the 

use of the language 

  Also disadvantages and exemplary problem-cases are demonstrated 

  The style of the specific user-group documentation corresponds to the 

linguistic style of this user-group 

Specification 
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Specification of semantics and 

abstract syntax 

The abstract syntax of a language is formally described either by 

specifying a grammar or a meta-model 

Specification of notation The used symbols precisely match the concepts, which the language 

uses 

  A number of conventions for the naming of identifiers and the usage 

of additional textual elements is formally specified 

Embedding of a ML into a MM 

General The ML is embedded in a MM  

Project-specific roles and 

resources 

The method provides a commented list of roles and requirement-

profiles 

  The method includes propositions for communication-relations 

within the modeling project 

  The method provides a catalogue of quality assurance measures 

  The method includes a component for the management of project-

resources 

Procedure model A procedure model structures the project into manageable sub-tasks 

  For each sub-task, critical success-factors, roles involved, 

communication relations, and expected outcomes are defined 

  Depending on the modeling-purpose, the procedure model contains 

several variants 

  The usage of the procedure model is demonstrated by examples 
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Appendix B 

__D-construct__ (Metamodel) 

  __D_event__ (Metamodel) 

    __D_variable_assignment_object__ (Metamodel) 

      __Neutral_element__ (Metamodel) 

        AnimRep (Metamodel) STRING (Short string) 

        AttrRep (Metamodel) LONGSTRING (Long string) 

        Class cardinality (Metamodel) STRING (Short string) 

        ClassAbstract INTEGER (Integer) 

        ClassName STRING (Short string) 

        ClassVisible INTEGER (Integer) 

        External tool coupling (Metamodel) STRING (Short string) 

        GraphRep (Metamodel) LONGSTRING (Long string) 

        HlpTxt (Metamodel) STRING (Short string) 

        Model pointer (Metamodel) STRING (Short string) 

        Position (Metamodel) STRING (Short string) 

        VisibleAttrs (Metamodel) STRING (Short string) 

        WF_Trans (Metamodel) STRING (Short string) 

      __Start__ (Metamodel) 

        Start event 

          Abandon after tolerance waiting time (Metamodel) ENUMERATION (Enumeration) 

          AnimRep (Metamodel) STRING (Short string) 

          AttrRep (Metamodel) LONGSTRING (Long string) 

          Class cardinality (Metamodel) STRING (Short string) 

          ClassAbstract INTEGER (Integer) 

          ClassName STRING (Short string) 

          ClassVisible INTEGER (Integer) 

          External tool coupling (Metamodel) STRING (Short string) 

          GraphRep (Metamodel) LONGSTRING (Long string) 

          HlpTxt (Metamodel) STRING (Short string) 

          Info on results STRING (Short string) 

          Model pointer (Metamodel) STRING (Short string) 

          Position (Metamodel) STRING (Short string) 

          Process calendar (Metamodel) LONGSTRING (Long string) 

          Quantity (Metamodel) EXPRESSION (Expression) 

          Time period (Metamodel) ENUMERATION (Enumeration) 

          Tolerance waiting time (Metamodel) TIME (Time) 

          VisibleAttrs (Metamodel) STRING (Short string) 

          WF_Trans (Metamodel) STRING (Short string) 

        Abandon after tolerance waiting time (Metamodel) ENUMERATION (Enumeration) 

        AnimRep (Metamodel) STRING (Short string) 

        AttrRep (Metamodel) LONGSTRING (Long string) 

        Class cardinality (Metamodel) STRING (Short string) 

        ClassAbstract INTEGER (Integer) 

        ClassName STRING (Short string) 

        ClassVisible INTEGER (Integer) 

        External tool coupling (Metamodel) STRING (Short string) 

        GraphRep (Metamodel) LONGSTRING (Long string) 

        HlpTxt (Metamodel) STRING (Short string) 

        Model pointer (Metamodel) STRING (Short string) 

        Position (Metamodel) STRING (Short string) 

        Process calendar (Metamodel) LONGSTRING (Long string) 

        Quantity (Metamodel) EXPRESSION (Expression) 

        Time period (Metamodel) ENUMERATION (Enumeration) 

        Tolerance waiting time (Metamodel) TIME (Time) 

        VisibleAttrs (Metamodel) STRING (Short string) 

        WF_Trans (Metamodel) STRING (Short string) 

      __Subgraph__ (Metamodel) 
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        Sub-Process 

          __Conversion__ LONGSTRING (Long string) 

          Aggregated costs EXPRESSION (Expression) 

          Aggregated execution time EXPRESSION (Expression) 

          Aggregated resting time EXPRESSION (Expression) 

          Aggregated transport time EXPRESSION (Expression) 
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Abstract 

Business process modeling (BPM) is a core discipline in today´s business process 

management activities. It aims at graphically describing the ever-more complex and 

interdependent processes within a company. Many general-purpose BPM languages often fail 

to address the specific needs of the respective application domain. Here, the concept of domain-

specific modeling helps to bridge this gap by increasing the level of abstraction of BPM and 

enabling the inclusion of domain-specific concepts, rules, and functionality. 

When it comes to domain-specific BPM method design, there is no approach so far, which 

considers the design, implementation, and modeling phase specifically in the light of the 

domain. This thesis presents a life-cycle framework for domain-specific BPM, which focuses 

on the systematic evaluation of the domain in order to extract domain-specific concepts, rules, 

and functionality. The framework builds on the well-established modeling method engineering 

approach, which uses the concept of meta-modeling. It is implemented by using the technology 

of meta-modeling platforms. 

The hypothesis, that domain-specificity is located on the meta-level of the language, is proven 

within this thesis by a literature analysis of existing domain-specific modeling languages. As a 

methodology, the Design Science Research approach is used for the development of the Domain 

Integration Framework (DIF) as the artifact. The DIF is applied and evaluated in a case study 

on the development of a domain-specific BPM tool for modeling an automotive assembly line 

process. 

Keywords: Business Process Modeling, Domain-specific, Modeling Method Engineering, 

Modeling Tool 
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Zusammenfassung 

Geschäftsprozessmodellierung (GPM) ist eine Hauptaktivität im heutigen Umfeld des 

Geschäftsprozessmanagements. Ihr Ziel ist es, die zunehmend komplexen und voneinander 

abhängigen Prozesse eines Unternehmens grafisch darzustellen. Viele allgemeingültige GPM 

Sprachen sind oftmals nicht in der Lage, die spezifischen Bedürfnisse der jeweiligen 

Anwendungsdomäne darzustellen. Hier hilft das Konzept der domänenspezifischen 

Modellierung dabei, diese Lücke zu schließen, indem das Abstraktionsniveau der GPM auf ein 

höheres Level gehoben wird, um domänenspezifische Konzepte, Regeln und Funktionalitäten 

einzubeziehen. 

Wenn es darum geht, domänenspezifische GPM Methoden zu entwickeln, gibt es bis dato 

keinen Ansatz, der die Entwicklungs-, Implementierungs- und Modellierungsphase speziell mit 

Fokus auf die Domäne betrachtet. Diese Arbeit stellt ein Lebenszyklus-Framework für 

domänenspezifische GPM vor, welche sich auf die systematische Evaluation der Domäne 

fokussiert, um domänenspezifische Konzepte, Regeln und Funktionalitäten zu extrahieren. Das 

Framework baut auf dem bewährten Ansatz des Modellierungsmethoden Engineerings auf, 

welcher das Konzept der Metamodellierung verwendet. Die Technologie für die 

Implementierung bilden Metamodellierungs-Plattformen. 

Die Hypothese, dass Domänenspezifität auf der Meta-Ebene der Sprache angesiedelt ist, wird 

innerhalb dieser Arbeit durch eine Literaturanalyse bereits existierender domänenspezifischer 

Modellierungssprachen bewiesen. Als Methodik wird der Design Science Research Ansatz 

verwendet, um das Domain Integration Framework (DIF) als das Artefakt zu entwickeln. Das 

DIF wird im Zuge dieser Arbeit am Beispiel der Entwicklung eines domänenspezifischen 

GPM-Tools für die Modellierung eines Automobil-Montageprozesses angewendet und 

evaluiert. 

Stichworte: Geschäftsprozessmodellierung, Domänenspezifisch, Modellierungsmethoden 

Engineering, Modellierungs-Tool 
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